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**Ex No: 1a)**

**Date: 24/1/25**

## INSTALLATION AND CONFIGURATION OF LINUX

**Aim:**

To install and configure Linux operating system in a Virtual Machine. Installation/Configuration

Steps:

1. Install the required packages for virtualization dnf install xen virt-manager qemu libvirt
2. Configure xend to start up on boot systemctl enable virt-manager.service
3. Reboot the machine Reboot
4. Create Virtual machine by first running virt-manager virt-manager &
5. Click on File and then click to connect to localhost
6. In the base menu, right click on the localhost(QEMU) to create a new VM 7. Select Linux ISO image
7. Choose puppy-linux.iso then kernel version
8. Select CPU and RAM limits

10.Create default disk image to 8 GB

11.Click finish for creating the new VM with Puppy Linux

**Output:**

**Result :**

Thus,installation and configuration of linux is done successfully.

Ex No: 1b)

**Date: 24/1/25**

## BASIC LINUX COMMANDS

1.1 GENERAL PURPOSE COMMANDS

1. The ‘date’ command:

The date command displays the current date with day of week, month, day, time (24 hours clock) and the year.

**SYNTAX: $ date**

The date command can also be used with following format.

|  |  |  |  |
| --- | --- | --- | --- |
| Format | Purpos | e | Example |
| + %m | To display only month |  | $ date + %m |
| + %h | To display month name |  | $ date + %h |
| + %d | To display day of month |  | $ date + %d |
| + %y | To display last two digits of the year |  | $ date + %y |
| + %H | To display Hours |  | $ date + %H |
| + %M | To display Minutes |  | $ date + %M |
| + %S | To display Seconds |  | $ date + %S |

1. The echo’command:

The echo command is used to print the message on the screen.

**SYNTAX: $ echo**

**EXAMPLE: $ echo “God is Great”**

1. The ‘cal’ command:

The cal command displays the specified month or year calendar.

**SYNTAX: $ cal [month] [year]**

**EXAMPLE: $ cal Jan 2012**

1. The ‘bc’ command:

Unix offers an online calculator and can be invoked by the command bc.

**SYNTAX: $ bc**

**EXAMPLE: bc –l**

16/4

5/2

1. The ‘who’ command

The who command is used to display the data about all the users who are currently logged into the system.

**SYNTAX: $ who**

1. The ‘who am i’ command

The who am i command displays data about login details of the user.

**SYNTAX: $ who am i**

1. The ‘id’ command

The id command displays the numerical value corresponding to your login. **SYNTAX: $ id**

1. The ‘tty’ command

The tty (teletype) command is used to know the terminal name that we are using. **SYNTAX: $ tty**

1. The ‘clear’ command

The clear command is used to clear the screen of your terminal.

**SYNTAX: $ clear**

1. The ‘man’ command

The man command gives you complete access to the Unix commands.

**SYNTAX: $ man [command]**

1. The ‘ps’ command

The ps command is used to the process currently alive in the machine with the 'ps' (process status) command, which displays information about process that are alive when you run the command. 'ps;' produces a snapshot of machine activity.

**SYNTAX: $ ps**

**EXAMPLE: $ ps**

$ ps –e

$ps -aux

1. The ‘uname’ command

The uname command is used to display relevant details about the operating system on the standard output.

* + 1. -> Displays the machine id (i.e., name of the system hardware)
    2. -> Displays the name of the network node. (host name)
    3. -> Displays the release number of the operating system.
    4. -> Displays the name of the operating system (i.e.. system name) -v -> Displays the version of the operating system.

-a -> Displays the details of all the above five options.

**SYNTAX: $ uname [option]**

**EXAMPLE: $ uname -a**

1.2 DIRECTORY COMMANDS

1. The ‘pwd’ command:

The pwd (print working directory) command displays the current working directory. SYNTAX: $ pwd

1. The ‘mkdir’ command:

The mkdir is used to create an empty directory in a disk.

**SYNTAX: $ mkdir dirname**

**EXAMPLE: $ mkdir receee**

1. The ‘rmdir’ command:

The rmdir is used to remove a directory from the disk. Before removing a directory, the directory must be empty (no files and directories).

**SYNTAX: $ rmdir dirname**

**EXAMPLE: $ rmdir receee**

1. The ‘cd’ command:

The cd command is used to move from one directory to another.

**SYNTAX: $ cd dirname**

**EXAMPLE: $ cd receee**

1. The ‘ls’ command:

The ls command displays the list of files in the current working directory.

**SYNTAX: $ ls**

**EXAMPLE: $ ls**

$ ls –l

$ ls –a

1.3 FILE HANDLING COMMANDS

1. The ‘cat’ command:

The cat command is used to create a file.

**SYNTAX: $ cat > filename**

**EXAMPLE: $ cat > rec**

1. The ‘Display contents of a file’ command:

The cat command is also used to view the contents of a specified file.

**SYNTAX: $ cat filename**

1. The ‘cp’ command:

The cp command is used to copy the contents of one file to another and copies the file from one place to another.

**SYNTAX: $ cp oldfile newfile**

**EXAMPLE: $ cp cse ece**

1. The ‘rm’ command:

The rm command is used to remove or erase an existing file

**SYNTAX: $ rm filename**

**EXAMPLE: $ rm rec**

$ rm –f rec

Use option –fr to delete recursively the contents of the directory and its subdirectories. 5. The ‘mv’ command:

The mv command is used to move a file from one place to another. It removes a specified file from its original location and places it in specified location.

**SYNTAX: $ mv oldfile newfile**

**EXAMPLE: $ mv cse eee**

1. The ‘file’ command:

The file command is used to determine the type of file.

**SYNTAX: $ file filename**

**EXAMPLE: $ file receee**

1. The ‘wc’ command:

The wc command is used to count the number of words, lines and characters in a file. SYNTAX:

$ wc filename

**EXAMPLE: $ wc receee**

1. The ‘Directing output to a file’ command:

The ls command lists the files on the terminal (screen). Using the redirection operator ‘>’ we can send the output to file instead of showing it on the screen.

**SYNTAX: $ ls > filename**

**EXAMPLE: $ ls > cseeee**

1. The ‘pipes’ command:

The Unix allows us to connect two commands together using these pipes. A pipe ( | ) is an mechanism by which the output of one command can be channeled into the input of another command. SYNTAX: $ command1 | command2

**EXAMPLE: $ who | wc -l**

1. The ‘tee’ command:

While using pipes, we have not seen any output from a command that gets piped into another command. To save the output, which is produced in the middle of a pipe, the tee command is very useful. SYNTAX: $ command | tee filename

**EXAMPLE: $ who | tee sample | wc -l**

1. The ‘Metacharacters of unix’ command:

Metacharacters are special characters that are at higher and abstract level compared to most of other characters in Unix. The shell understands and interprets these metacharacters in a special way. \* - Specifies number of characters

?- Specifies a single character

[ ]- used to match a whole set of file names at a command line.

! – Used to Specify Not

**EXAMPLE:**

$ ls r\*\* - Displays all the files whose name begins with ‘r’

$ ls ?kkk - Displays the files which are having ‘kkk’, from the second characters irrespective of the first character.

$ ls [a-m] – Lists the files whose names begins alphabets from ‘a’ to ‘m’

$ ls [!a-m] – Lists all files other than files whose names begins alphabets from ‘a’ to ‘m’ 12. The ‘File permissions’ command:

File permission is the way of controlling the accessibility of file for each of three users namely

Users, Groups and Others.

There are three types of file permissions are available, they are

r-read w-write x-execute

The permissions for each file can be divided into three parts of three bits each.

|  |  |
| --- | --- |
| First three bits | Owner of the file |
| Next three bits | Group to which owner of the file belongs |
| Last three bits | Others |

**EXAMPLE:**

$ ls college

-rwxr-xr-- 1 Lak std 1525 jan10 12:10 college

Where,

-rwx The file is readable, writable and executable by the owner of the file.

Lak Specifies Owner of the file.

r-x Indicates the absence of the write permission by the Group owner of the file. Std Is the Group Owner of the file.

r-- Indicates read permissions for others.

13. The ‘chmod’ command:

The chmod command is used to set the read, write and execute permissions for all categories of users for file.

**SYNTAX:**

$ chmod category operation permission file

|  |  |  |  |
| --- | --- | --- | --- |
| Categor | y | Operation | permission |
| u-users | + assign | | r-read |
| g-group | -Remove | | w-write |
| o-others | = assign absolutely | | x-execute |
| a-all |  | |  |

**EXAMPLE:**

$ chmod u –wx college

Removes write & execute permission for users for ‘college’ file.

$ chmod u +rw, g+rw college

Assigns read & write permission for users and groups for ‘college’ file.

$ chmod g=wx college

Assigns absolute permission for groups of all read, write and execute permissions for ‘college’ file.

14. The ‘Octal Notations’ command:

The file permissions can be changed using octal notations also. The octal notations for file permission are

|  |  |
| --- | --- |
| Read permission | 4 |
| Write permission | 2 |

**EXAMPLE:**

$ chmod 761 college

|  |  |
| --- | --- |
| Execute permission | 1 |

Assigns all permission to the owner, read and write permissions to the group and only executable permission to the others for ‘college’ file.

1.4 GROUPING COMMANDS

1. The ‘semicolon’ command:

The semicolon(;) command is used to separate multiple commands at the command line.

SYNTAX: $ command1;command2;command3…………….;commandn

**EXAMPLE: $ who;date**

1. The ‘&&’ operator:

The ‘&&’ operator signifies the logical AND operation in between two or more valid Unix commands.It means that only if the first command is successfully executed, then the next command will executed.

**SYNTAX: $ command1 && command && command3…………….&&commandn EXAMPLE: $ who && date**

1. The ‘||’ operator:

The ‘||’ operator signifies the logical OR operation in between two or more valid Unix commands.It means, that only if the first command will happen to be un successfully,it will continue to execute next commands.

**SYNTAX: $ command1 || command || command3…………….||commandn**

**EXAPLE: $ who || date**

1.5 FILTERS

1. The head filter

It displays the first ten lines of a file.

**SYNTAX: $ head filename**

**EXAMPLE: $ head college Display the top ten lines.**

$ head -5 college Display the top five lines.

1. The tail filter

It displays ten lines of a file from the end of the file.

**SYNTAX: $ tail filename**

**EXAMPLE: $ tail college Display the last ten lines.**

$tail -5 college Display the last five lines.

1. The more filter:

The pg command shows the file page by page.

**SYNTAX: $ ls –l | more**

1. The ‘grep’ command:

This command is used to search for a particular pattern from a file or from the standard input and display those lines on the standard output. “Grep” stands for “global search for regular expression.”

**SYNTAX: $ grep [pattern] [file\_name]**

**EXAMPLE: $ cat> student**

Arun cse

Ram ece Kani cse

$ grep “cse” student

Arun cse

Kani cse

1. The ‘sort’ command:

The sort command is used to sort the contents of a file. The sort command reports only to the

screen, the actual file remains unchanged.

**SYNTAX: $ sort filename** **EXAMPLE: $ sort college** **OPTIONS:**

|  |  |
| --- | --- |
| Command | Purpose |
| Sort –r college | Sorts and displays the file contents in reverse order |
| Sort –c college | Check if the file is sorted |
| Sort –n college | Sorts numerically |
| Sort –m college | Sorts numerically in reverse order |

|  |  |
| --- | --- |
| Sort –u college | Remove duplicate records |
| Sort –l college | Skip the column with +1 (one) option.Sorts according to second column |

1. The ‘nl’ command:

The nl filter adds lines numbers to a file and it displays the file and not provides access to edit but simply displays the contents on the screen.

**SYNTAX: $ nl filename**

**EXAMPLE: $ nl college**

1. The ‘cut’ command:

We can select specified fields from a line of text using cut command.

**SYNTAX: $ cut -c filename** **EXAMPLE: $ cut -c college** **OPTION:**

-c – Option cut on the specified character position from each line.

1.5 OTHER ESSENTIAL COMMANDS

1. free

Display amount of free and used physical and swapped memory system. synopsis- free [options] **example**

[root@localhost ~]# free -t total used free shared buff/cache available Mem: 4044380 605464 2045080 148820 1393836 3226708 Swap: 2621436 0 2621436

Total: 6665816 605464 4666516

1. top

It provides a dynamic real-time view of processes in the system.

synopsis- top [options]

**example**

[root@localhost ~]# top top - 08:07:28 up 24 min, 2 users, load average: 0.01, 0.06, 0.23 Tasks: 211 total, 1 running, 210 sleeping, 0 stopped, 0 zombie

%Cpu(s): 0.8 us, 0.3 sy, 0.0 ni, 98.9 id, 0.0 wa, 0.0 hi, 0.0 si, 0.0 st

KiB Mem : 4044380 total, 2052960 free, 600452 used, 1390968 buff/cache KiB Swap: 2621436 total, 2621436 free, 0 used. 3234820 avail Mem PID USER PR NI VIRT RES SHR S %CPU %MEM

TIME+ COMMAND

1105 root 20 0 175008 75700 51264 S 1.7 1.9 0:20.46 Xorg 2529 root 20 0 80444 32640 24796 S 1.0

0.8 0:02.47 gnome-term

3. ps

It reports the snapshot of current processes synopsis- ps [options] **example**

[root@localhost ~]# ps -e

PID TTY TIME CMD

1. ? 00:00:03 systemd
2. ? 00:00:00 kthreadd
3. ? 00:00:00 ksoftirqd/0
4. vmstat

It reports virtual memory statistics synopsis- vmstat [options] **example**

[root@localhost ~]# vmstat

procs -----------memory---------- ---swap-- -----io---- -system-- ------cpu--- -- r b swpd free buff cache si so bi bo in cs us sy id wa st 0 0 0 1879368 1604 1487116 0 0 64 7 72 140 1 0 97 1 0

1. df

It displays the amount of disk space available in file-system. Synopsis- df [options] **example**

[root@localhost ~]# df

Filesystem 1K-blocks Used Available Use% Mounted on

devtmpfs 2010800 0 2010800 0% /dev tmpfs 2022188 148 2022040 1% /dev/shm tmpfs 2022188 1404 2020784 1% /run /dev/sda6 487652 168276 289680 37% /boot

1. ping

It is used verify that a device can communicate with another on network. PING stands for Packet Internet Groper.

synopsis- ping [options]

[root@localhost ~]# ping 172.16.4.1

PING 172.16.4.1 (172.16.4.1) 56(84) bytes of data.

64 bytes from 172.16.4.1: icmp\_seq=1 ttl=64 time=0.328 ms

64 bytes from 172.16.4.1: icmp\_seq=2 ttl=64 time=0.228 ms
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64 bytes from 172.16.4.1: icmp\_seq=3 ttl=64 time=0.264 ms 64 bytes from 172.16.4.1: icmp\_seq=4 ttl=64 time=0.312 ms ^C

--- 172.16.4.1 ping statistics ---

4 packets transmitted, 4 received, 0% packet loss, time 3000ms rtt min/avg/max/mdev =

0.228/0.283/0.328/0.039 ms

7. ifconfig

It is used configure network interface.

synopsis- ifconfig [options] **example**

[root@localhost ~]# ifconfig

enp2s0: flags=4163<UP,BROADCAST,RUNNING,MULTICAST> mtu 1500 inet 172.16.6.102 netmask 255.255.252.0 broadcast 172.16.7.255 inet6 fe80::4a0f:cfff:fe6d:6057 prefixlen 64 scopeid

0x20<link>

ether 48:0f:cf:6d:60:57 txqueuelen 1000 (Ethernet)

RX packets 23216 bytes 2483338 (2.3 MiB)

RX errors 0 dropped 5 overruns 0 frame 0

TX packets 1077 bytes 107740 (105.2 KiB)

TX errors 0 dropped 0 overruns 0 carrier 0 collisions 0 8.

traceroute

It tracks the route the packet takes to reach the destination. synopsis- traceroute [options] **example**

[root@localhost ~]# traceroute www.rajalakshmi.org traceroute to www.rajalakshmi.org (220.227.30.51), 30 hops max, 60 byte packets 1 gateway (172.16.4.1) 0.299 ms 0.297 ms 0.327 ms 2 220.225.219.38 (220.225.219.38) 6.185 ms 6.203 ms

6.18ms

**Result:**

Thus ,the basic linux commands program is executed successfully

**Ex. no: 2a)**

**Date: 5/2/25**

**SHELL SCRIPT**

**Aim:**

To write a Shellscript to to display basic calculator. Program:

#!/bin/bash echo "Enter first number: " read a echo "Enter second number: " read b echo "Select operation:" echo "1. Addition" echo "2. Subtraction" echo "3. Multiplication" echo "4. Division"

echo "5. Modulus" read choice case $choice in 1) result=$((a + b)) echo "Addition = $result" ;; 2) result=$((a - b)) echo "Subtraction = $result" ;; 3) result=$((a \* b)) echo "Multiplication = $result" ;;

1. if [ $b -ne 0 ] then

**result=$((a / b))** echo "Division = $result" else echo "Division by zero not allowed"

fi ;;

1. result=$((a % b)) echo "Modulus = $result" ;;

\*) echo "Invalid choice" ;;

Esac

**Sample Input and Output**

Run the program using the below command [REC@local host~]$ sh arith.sh

Enter two no

5 10 add 15 sub -5 mul 50 div 0 mod 5c"

**Result:**

Thus the basic calculator program is executed successfully

Ex. no: 2b)

**Date: 5/2/25**

## SHELL SCRIPT

**Aim:**

To write a Shellscript to test given year is leap or not using conditional statement

**Program:**

#!/bin/bash

echo "Enter a year:"

read year

if (( year % 400 == 0 )); then echo "$year is a Leap Year" elif (( year % 100 == 0 )); then echo "$year is NOT a Leap Year" elif (( year % 4 == 0 )); then echo "$year is a Leap Year"

else echo "$year is NOT a Leap Year" fi

**Sample Input and Output**

Run the program using the below command [REC @ local host~]$ sh leap.sh

enter number 12 leap year

**Result:**

Thus the leap year program using linux commands is executed successfully **Ex. No.: 3a)**

**Date: 7/2/25**

**Shell Script – Reverse of Digit Aim:**

To write a Shell script to reverse a given digit using looping statement.

**Program: #!/bin/bash echo "Enter a number:" read num reverse=0 while [ $num -gt 0 ]**

**do**

**remainder=$((num % 10)) reverse=$((reverse \* 10 + remainder))**

**num=$((num / 10)) done echo "Reversed number: $reverse"**

**Sample Input and Output**

Run the program using the below command [REC@local host~]$sh indhu.sh

enter number

123

321

**Result:**

Thus the Shell script to reverse a given digit using looping is executed successfully **Ex. No.: 3b)**

**Date: 7/2/25**

**Shell Script – Fibbonacci Series**

**Aim:**

To write a Shell script to generate a Fibonacci series using for loop.

**Program:** #!/bin/bash

echo "Enter the number of terms:" read n a=0 b=1

echo "Fibonacci series:" for (( i=0; i<n; i++ )) do echo -n "$a " fn=$((a + b)) a=$b b=$fn done echo

**Sample Input and Output**

Run the program using the below command [REC@local host~]$sh indhu.sh

enter number 21 fibonacci series

0

1

1

2

3

5

8

13

21

34

55

89

144

233

377

**Result:**

Thus the fibonacci program using linux is executed successfully

**Ex. No.: 4a)**

**Date: 12/2/25**

## EMPLOYEE AVERAGE PAY

**Aim:**

To find out the average pay of all employees whose salary is more than 6000 and no. of days worked is more than 4.

**Algorithm:**

1. Create a flat file emp.dat for employees with their name, salary per day and number of days worked and save it.
2. Create an awk script emp.awk
3. For each employee record do
4. If Salary is greater than 6000 and number of days worked is more than 4, then print name and salary earned
5. Compute total pay of employee

4. Print the total number of employees satisfying the criteria and their average pay.

**Program Code:**

emp.data

JOE 8000 5

RAM 6000 5

TIM 5000 6

BEN 7000 7

AMY 6500 6

emp.awk

**BEGIN{total=0;count=0}** $2>6000 && $3>4 { pay=$2\*$3

print $1, pay

total+=pay count+=1

}

END {

print "no of employees are=", count print "total pay=", total if(count>0) print "average pay=", total/count else print "average pay= 0"

}

Sample Input:

//emp.dat – Col1 is name, Col2 is Salary Per Day and Col3 is //no. of days worked

JOE 8000 5

RAM 6000 5

TIM 5000 6

BEN 7000 7 AMY 6500 6

**Output:**

Run the program using the below commands

[student@localhost ~]$ vi emp.dat

[student@localhost ~]$ vi emp.awk

[student@localhost ~]$ gawk -f emp.awk emp.dat.

EMPLOYEES DETAILS

JOE 40000

BEN 49000 AMY 39000

no of employees are= 3 total pay= 128000 average pay= 42666.7 [student@localhost ~]$

**Result:**

Thus the program to find out the average pay of all employees whose salary is more than 6000 and no. of days worked is more than 4 is executed successfully

**Ex. No.: 4b)**

**Date: 12/2/25**

**RESULTS OF EXAMINATION**

**Aim:**

To print the pass/fail status of a student in a class.

**Algorithm:**

1. Read the data from file
2. Get a data from each column
3. Compare the all subject marks column
4. If marks less than 45 then print Fail
5. else print Pass

**Program Code:**

//marks.awk

BEGIN{print "NAME SUB1 SUB2 SUB3 SUB4 SUB5 SUB6 STATUS"}

{ status="PASS" for(i=2;i<=7;i++) if($i<45) {status="FAIL";break} print $1,$2,$3,$4,$5,$6,$7,status

}

**Input:**

//marks.dat

//Col1- name, Col 2 to Col7 – marks in various subjects

BEN 40 55 66 77 55 77

TOM 60 67 84 92 90 60

RAM 90 95 84 87 56 70 JIM 60 70 65 78 90 87

**Output:**

Run the program using the below command

[root@localhost student]# gawk -f marks.awk marks.dat

NAME SUB-1 SUB-2 SUB-3 SUB-4 SUB-5 SUB-6 STATUS

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

BEN 40 55 66 77 55 77 FAIL TOM 60 67 84 92 90 60 PASS RAM 90 95 84 87 56 70 PASS JIM 60 70 65 78 90 87 PASS \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Result:**

Thus,the program to print the pass/fail status of a student in a class is executed successfully

**Ex. No.: 5**

**Date: 12/2/25**

## System Calls Programming

**Aim: To experiment system calls using fork(), execlp() and pid() functions.**

**Algorithm:**

1. Start o Include the required header files (stdio.h and stdlib.h).
2. Variable Declaration o Declare an integer variable pid to hold the process ID.
3. Create a Process o Call the fork() function to create a new process. Store the return value in the pid variable: ▪ If fork() returns:

▪ -1: Forking failed (child process not created).

▪ 0: Process is the child process.

▪ Positive integer: Process is the parent process.

1. Print Statement Executed Twice o Print the statement:

scss

Copy code

THIS LINE EXECUTED TWICE

(This line is executed by both parent and child processes after fork()).

1. Check for Process Creation Failure o If pid == -1: ▪ Print:

Copy code

CHILD PROCESS NOT CREATED

▪ Exit the program using exit(0). 6. Child Process Execution o If pid == 0 (child process):

▪ Print:

▪ Process ID of the child process using getpid().

▪ Parent process ID of the child process using getppid().

1. Parent Process Execution o If pid > 0 (parent process):

▪ Print:

▪ Process ID of the parent process using getpid().

▪ Parent's parent process ID using getppid().

1. Final Print Statement o Print the statement:

Objective

Copy code

IT CAN BE EXECUTED TWICE

(This line is executed by both parent and child processes).

1. End

**Program:**

#include <stdio.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

int main() {

pid\_t pid = fork(); // Create a new process

if (pid < 0) { // If fork fails perror("Fork failed"); return 1;

}

if (pid == 0) { // Child process

printf("Child process: PID = %d, Parent PID = %d\n", getpid(), getppid());

// Execute a command using execlp execlp("ls", "ls", "-l", NULL); // List files in the current directory

// If execlp fails perror("execlp failed"); return 1;

} else { // Parent process wait(NULL); // Wait for child process to complete printf("Parent process: PID = %d, Child PID = %d\n", getpid(), pid);

}

return 0;

}

**Output:**

**Child process: PID = 12345, Parent PID = 12344** total 4

drwxrwxrwx 2 user user 4096 Apr 25 12:00 folder1 -rwxrwxrwx 1 user user 1732 Apr 25 12:00 testfile

Parent process: PID = 12344, Child PID = 12345

**Result:**

Thus the System Calls Programming using linux is executed successfully **Ex. No.: 6a)**

**Date: 14/2/25**

## FIRST COME FIRST SERVE

**Aim:**

To implement First-come First- serve (FCFS) scheduling technique

**Algorithm:**

1. **Get the number of processes from the user.**
2. Read the process name and burst time.
3. Calculate the total process time.
4. Calculate the total waiting time and total turnaround time for each process 5. Display the process name & burst time for each process. 6. Display the total waiting time, average waiting time, turnaround time

**Program Code:**

#include <stdio.h>

struct Process { int pid; // Process ID int arrival\_time; // Arrival time of the process int burst\_time; // Burst time (time needed by the process to complete) int waiting\_time; // Waiting time for the process int turn\_around\_time; // Turnaround time (waiting time + burst time) };

void calculate\_waiting\_time(struct Process[], int, int); void calculate\_turnaround\_time(struct Process[], int); void find\_average\_times(struct Process[], int);

int main() { int n;

// Get the number of processes printf("Enter the number of processes: "); scanf("%d", &n);

struct Process p[n];

// Input process details for (int i = 0; i < n; i++) { printf("\nEnter details for process %d:\n", i + 1); p[i].pid = i + 1; // Process ID printf("Arrival time: "); scanf("%d", &p[i].arrival\_time); printf("Burst time: "); scanf("%d", &p[i].burst\_time);

}

// FCFS Scheduling calculate\_waiting\_time(p, n, 0); // Calculate waiting times calculate\_turnaround\_time(p, n); // Calculate turnaround times find\_average\_times(p, n); // Find and print average times

return 0;

}

void calculate\_waiting\_time(struct Process p[], int n, int start\_time) { p[0].waiting\_time = 0; // First process has no waiting time

// Calculate waiting time for each process for (int i = 1; i < n; i++) { p[i].waiting\_time = p[i - 1].waiting\_time + p[i - 1].burst\_time;

}

}

void calculate\_turnaround\_time(struct Process p[], int n) {

// Calculate turnaround time for each process for (int i = 0; i < n; i++) { p[i].turn\_around\_time = p[i].waiting\_time + p[i].burst\_time;

}

}

void find\_average\_times(struct Process p[], int n) { float total\_waiting\_time = 0, total\_turnaround\_time = 0;

// Display individual process times and calculate totals printf("\nProcess\tArrival Time\tBurst Time\tWaiting Time\tTurnaround Time\n"); for (int i = 0; i < n; i++) { printf("%d\t%d\t\t%d\t\t%d\t\t%d\n", p[i].pid, p[i].arrival\_time, p[i].burst\_time, p[i].waiting\_time, p[i].turn\_around\_time); total\_waiting\_time += p[i].waiting\_time; total\_turnaround\_time += p[i].turn\_around\_time;

}

// Calculate and display average waiting time and turnaround time printf("\nAverage waiting time: %.2f", total\_waiting\_time / n); printf("\nAverage turnaround time: %.2f", total\_turnaround\_time / n); }

**Sample Output:**

Enter the number of process:

3

Enter the burst time of the processes: 24 3 3

Process Burst Time Waiting Time Turn Around Time 0 24 0 24 1 3 24 27 2 3 27 30

Average waiting time is: 17.0

Average Turn around Time is: 19

**Result:**

Thus the linux program to implement First-come First- serve (FCFS) scheduling technique is executed successfully

**Ex. No.: 6b)**

**Date: 5/3/25**

## SHORTEST JOB FIRST

**Aim:**

To implement the Shortest Job First (SJF) scheduling technique Algorithm:

1. Declare the structure and its elements.
2. Get number of processes as input from the user.
3. Read the process name, arrival time and burst time
4. Initialize waiting time, turnaround time & flag of read processes to zero. 5. Sort based on burst time of all processes in ascending order 6. Calculate the waiting time and turnaround time for each process.

7. Calculate the average waiting time and average turnaround time. 8. Display the results.

**Program Code:**

#include <stdio.h>

struct Process {

int pid; // Process ID

int arrival\_time; // Arrival time of the process

int burst\_time; // Burst time (time needed by the process to complete)

int waiting\_time; // Waiting time for the process

int turn\_around\_time; // Turnaround time (waiting time + burst time) };

// Function prototypes

void calculate\_waiting\_time(struct Process[], int);

void calculate\_turnaround\_time(struct Process[], int);

void find\_average\_times(struct Process[], int);

void sort\_by\_burst\_time(struct Process[], int);

int main() {

int n;

// Get the number of processes

printf("Enter the number of processes: ");

scanf("%d", &n);

struct Process p[n];

// Input process details

for (int i = 0; i < n; i++) {

printf("\nEnter details for process %d:\n", i + 1);

p[i].pid = i + 1; // Process ID

printf("Arrival time: ");

scanf("%d", &p[i].arrival\_time);

printf("Burst time: ");

scanf("%d", &p[i].burst\_time);

}

// Sort processes by burst time (non-preemptive SJF)

sort\_by\_burst\_time(p, n);

// Calculate waiting and turnaround times

calculate\_waiting\_time(p, n);

calculate\_turnaround\_time(p, n);

// Find and display average times

find\_average\_times(p, n);

return 0;

}

// Sort processes by burst time (non-preemptive SJF)

void sort\_by\_burst\_time(struct Process p[], int n) { struct Process temp;

for (int i = 0; i < n - 1; i++) {

for (int j = i + 1; j < n; j++) {

if (p[i].burst\_time > p[j].burst\_time) {

// Swap the processes

temp = p[i];

p[i] = p[j];

p[j] = temp;

}

}

}

}

// Calculate waiting time for each process

void calculate\_waiting\_time(struct Process p[], int n) {

p[0].waiting\_time = 0; // First process has no waiting time

// Calculate waiting time for each process

for (int i = 1; i < n; i++) {

p[i].waiting\_time = p[i - 1].waiting\_time + p[i - 1].burst\_time;

}

}

// Calculate turnaround time for each process

void calculate\_turnaround\_time(struct Process p[], int n) {

// Calculate turnaround time for each process

for (int i = 0; i < n; i++) {

p[i].turn\_around\_time = p[i].waiting\_time + p[i].burst\_time;

}

}

// Calculate and display average waiting and turnaround times

void find\_average\_times(struct Process p[], int n) {

float total\_waiting\_time = 0, total\_turnaround\_time = 0;

// Display individual process times and calculate totals

printf("\nProcess\tArrival Time\tBurst Time\tWaiting Time\tTurnaround Time\n");

for (int i = 0; i < n; i++) {

printf("%d\t%d\t\t%d\t\t%d\t\t%d\n", p[i].pid, p[i].arrival\_time, p[i].burst\_time,

p[i].waiting\_time, p[i].turn\_around\_time);

total\_waiting\_time += p[i].waiting\_time;

total\_turnaround\_time += p[i].turn\_around\_time;

}

// Calculate and display average waiting time and turnaround time

printf("\nAverage waiting time: %.2f", total\_waiting\_time / n);

printf("\nAverage turnaround time: %.2f", total\_turnaround\_time / n); }

**Sample Output:**

Enter the number of process:

4

Enter the burst time of the processes: 8 4 9 5

Process Burst Time Waiting Time Turn Around Time

2 4 0 4 4 5 4 9 1 8 9 17 3 9 17 26

Average waiting time is: 7.5

Average Turn Around Time is: 13.0

**Result:** Thus the program to implement the Shortest Job First (SJF) scheduling technique is executed successful

**Ex. No.: 6c) PRIORITY SCHEDULING Date: 5/3/25**

**Aim:**

To implement priority scheduling technique

**Algorithm:**

1. Get the number of processes from the user.
2. Read the process name, burst time and priority of process.
3. Sort based on burst time of all processes in ascending order based priority 4. Calculate the total waiting time and total turnaround time for each process
4. Display the process name & burst time for each process.

1. Display the total waiting time, average waiting time, turnaround

Time

**Program Code:** #include <stdio.h> struct Process { int pid; // Process ID int burst\_time; // Burst time of the process int priority; // Priority of the process int waiting\_time; // Waiting time of the process int turn\_around\_time; // Turnaround time of the process

};

void calculate\_waiting\_time(struct Process[], int); void calculate\_turnaround\_time(struct Process[], int); void find\_average\_times(struct Process[], int); void sort\_by\_priority(struct Process[], int);

int main() { int n;

// Get the number of processes printf("Enter the number of processes: "); scanf("%d", &n);

struct Process p[n];

// Input process details for (int i = 0; i < n; i++) { printf("\nEnter details for process %d:\n", i + 1); p[i].pid = i + 1; // Process ID printf("Burst time: "); scanf("%d", &p[i].burst\_time); printf("Priority: "); scanf("%d", &p[i].priority);

}

// Sort processes by priority (highest priority first) sort\_by\_priority(p, n);

// Calculate waiting and turnaround times calculate\_waiting\_time(p, n); calculate\_turnaround\_time(p, n);

// Find and display average times find\_average\_times(p, n);

return 0;

}

// Sort processes by priority (higher priority first) void sort\_by\_priority(struct Process p[], int n) { struct Process temp; for (int i = 0; i < n - 1; i++) { for (int j = i + 1; j < n; j++) { if (p[i].priority > p[j].priority) {

// Swap processes if the priority of the first is lower (higher priority value) temp = p[i]; p[i] = p[j]; p[j] = temp;

}

}

}

}

// Calculate waiting time for each process void calculate\_waiting\_time(struct Process p[], int n) { p[0].waiting\_time = 0; // First process has no waiting time

// Calculate waiting time for each process for (int i = 1; i < n; i++) { p[i].waiting\_time = p[i - 1].waiting\_time + p[i - 1].burst\_time;

}

}

// Calculate turnaround time for each process

void calculate\_turnaround\_time(struct Process p[], int n) {

// Calculate turnaround time for each process for (int i = 0; i < n; i++) { p[i].turn\_around\_time = p[i].waiting\_time + p[i].burst\_time;

}

}

// Calculate and display average waiting and turnaround times void find\_average\_times(struct Process p[], int n) { float total\_waiting\_time = 0, total\_turnaround\_time = 0;

// Display individual process times and calculate totals printf("\nProcess\tBurst Time\tPriority\tWaiting Time\tTurnaround Time\n"); for (int i = 0; i < n; i++) { printf("%d\t%d\t\t%d\t\t%d\t\t%d\n", p[i].pid, p[i].burst\_time, p[i].priority, p[i].waiting\_time, p[i].turn\_around\_time); total\_waiting\_time += p[i].waiting\_time; total\_turnaround\_time += p[i].turn\_around\_time;

}

// Calculate and display average waiting time and turnaround time printf("\nAverage waiting time: %.2f", total\_waiting\_time / n); printf("\nAverage turnaround time: %.2f", total\_turnaround\_time / n);

}

**Sample Output:**

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAELAdQDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6LWxublj5NvcXT9SsETSN9SFBom0u+t4zJNp99BEvWSW0lRB9SVwK1PEuitf+FtV0+KVYJ7uNI0do3cAiRWOdqk9FPatrTZrC3+Eum+Grl5Z9T0/95BJHDMFaRi6nOYxgBJG619FWxE6c1GK/A+fp01N2fbc4/wCyv6Un2VvSsXxh4VE3jK0u9T8Py+I9INqsdtFHGkq2lwHJaQo5HLKUw4yRsPTPOL4m8J61caXfiCxvLiTUo/NkieKNX823nVkBCnaC8QCgk8+WucE118/kZcu2p2v2V/Sj7K/pXnbad43ttdutU0bTru2h1W7nl+wTxwr922ijieZiG2rvjY7VKkhgdwxg1tLtfilNo8kl3qF8k8dq8ny6ZbJI829MR7cMDhS+GHHQkNjBXtV2K9n2Z6Z9mf0o+yv6VwHiC18baH4VvbfQNPvotXvRHexypHDMbeR0YyqwKBGJkUZAC/63IxjFZeraP8R9Q8VW17HBfQ3NvHLCkn2e2+zQpJNajKZ+ZmMayE7sgEHGOKPaK9rC5NL3PVPsrelJ9lauBbRfiLHKkdy8msW5uyuLq1tcJHHeIEkG1B8zQ7mPoRkBTxUvhvQ/G8X2DUvEIuL+6tY7eU5giV180FbiJREoyFIRucn5epp+0XYfJbqdz9lej7K3pXjmkeBvFnh7w0lz4W0GXQNYhskt76RreItcyGVS0ipnbIypuO5uu7HNXNc0j4l6mkUaQ3OpzW8tpcwyzW0NtEjCNhJ8gBYtkk8ttyQMAc1PtOlh+z8z1gWr+lBt29K8vh0v4h6WNQME+vTLcXckyPJb2byLmNTEgBXaIy24PjkYGCKl0VfGPjDUNVFwZ54tOurkoGt4UhjlhkAiWJlG9mIEitu4wR9aftF2J9m+56V9lf0pRav6V5rq3hvxRdG7TTNHu4b0ahLrNveSIgi5tnCJhjnfvcDaRjg5qvqnhj4jPq0LXE+oalDDDNGimC18qZmSJl81AgBAbeAf9ke5J7Rdh+zv1PUvsr+lJ9lf0rxuHwj8R9HhmubL+0JtTQSRfa7qK3kaONp8/ukAVWwp4BHrTvFnhjxt4kKxatYapqsEVnOojhtYIYnZ4AFbht4cvnKk4GKTqq2w1Sv1PY/sz0fZX9K4vxEfGUfgvQ7Xw1p17pl5GsIup5LWKZ0TaQVVGbBIIGfY8VjXx+KzIqw/aYIvtYAuRp9vJIYMcEx54JOQccgYx61bqJO1iVC6vc9O+yv6UfZX9K6G20xzbxGQAybRu+XHOOeO1S/2WvoK0ujM5n7K/pR9lf0rpv7LX0FH9lr6Ci6CxzP2V/Sj7K/pXTf2WvoKP7LX0FF0Fjmfsr+lH2V/Sum/stfQUf2WvoKLoLHM/ZX9KPsr+ldN/Za+go/stfQUXQWOZ+yv6UfZX9K6b+y19BR/Za+gougscz9lf0o+yv6V039lr6Cj+y19BRdBY5n7K/pR9lf0rpv7LX0FH9lr6Ci6CxzP2V/Sj7K/pXTf2WvoKP7LX0FF0Fjmfsr+lH2V/Sum/stfQUf2WvoKLoLHM/ZX9KPsr+ldN/Za+go/stfQUXQWOZ+yv6UfZX9K6b+y19BR/Za+gougscz9lf0o+yv6V039lr6Cj+y19BRdBY5n7K/pR9lf0rpv7LX0FH9lr6Ci6CxzH2V/SktdP1LUIzLZ6VPdQbiglWaBASDg4DyKevtXTnSx6Cqektq9vYFLKGN4lllxuUnnzGqJN9CoxXUyv7B13/oBXP8A4E2v/wAeqG60/U9Ph8680q4tbfcqmVpoHALEKMhJGPUjtWoda8Qf2UXNvf8A9p+Xn7OumqYvMx93f5mdue9Ta5JrE+lhLyCNIWmgDFVIP+uSsY1JSvp+BtKnGO5jW2l6veW8VxbaNczW8qB45PPt1DKRkHDSgjI9QKl/sHXf+gFc/wDgTa//AB6p7qHX7zwKLWyt0kEmmLHFtB3HMIA5z1qndWmoTatey2uiQJby3MMljBH4ftrQ2gW4jfPnJ85AjV1OSc7qidWcWkle5UaUJJ3exV1trnwzYSX2r2E+n2aK7GZ5IpB8qM5GI3Y52ox6dqoNfa0pIPhLVBjjm6sB+huav/GE6pcfD/VBexRoot7ll2qQcizuK8s17XfHGoXtzby2tsLZrn7/ANkaTaBJkNtJwwGM46HGK8bMsxq4OdOMUvePqckyajmVKrUm37vn/wAA9E+3az/0KWqf+Ben/wDyVUllqM82oR2N7pd3pV1LE80KXLwSeaiFFcgwyOBtMicEg/MMZ5xyHjXxFcXVzptx4S8PJpTwSSi5SbTthndlA89WVjtQjIEOcLngel34c3mu654y08a7DFHJHp+oeUI4yvBkss9TXPh81q1MZHDuzT6pHXicho08unjVeMl0b9PIr/EHxZ4h8M63FDo+v6po0c9us08dheSQrJJlk3sFIy2xEXJ5wijsKKz/AIzxiPxekf8AdtUHH1Y/1or0qtNObZ8JGu4q1zv/AI3fFy4+FK2sltY2N1G1rdXszXs0kYjigjMkjDYjkkICcY7cc8V81a9/wUgvtBW6nPw4ur7S7d1jfVbUy/Zdxx8u90XDAttKsAQwIIzXVf8ABQz4mP8ACvTfDOpxWb3ct5He6aDHcNA8ImgZGkVgCQwBOPQ4NfAOqftI3d9oN5pUeixrFdWGo2Uk09080rveTQTSzMx6vvhJ9P3h4HFZ4jEVI1HGL0PYo0acqabR9ta7/wAFDPEvhnWLPS9S+D2r2uoXkayW1u28vMGjWT5AB8xCupIHK5wcEVmJ/wAFMNTkhuJU+FGqNFbTPBPIA5WKRFLOjHb8rKoLEHkAEmvjeP8AaOuY/GUPiUeH7RdTk0Y6NfyrPITcR/ZY7ZWUMSsZVYlPCnJZs5GAB/2mtet7DxQNMjm0vVdb1aHUxqUN27SwCKJoljBbJYFXbJJ546AYrm+tVf5jb2FL+U+yPCf/AAU9g8W+IrHR4fB9vYTXj+Wk97elYg2CQCVVjyRgYB5IrY8Vf8FENQ8M+Jta0SP4fnXLjR9wvptHmknhtyud29tgK7SrAkgDg1+ZvhzWBoPiLTNUaH7T9juo7nyS23fsYNjPbOK9X0X9pi80PX/Empw6DbOdW1o6/FE8zYguvLnjwTj50/0hjt46Dmj61V/mD6vS/lPtDUP+CjWu6XoWla1dfCXUotK1QA2d2WYxzZYquCB1JBwD16jIq54T/wCCh2oeKvGUfhVvAP8AYmtSxs8Vvq80sJchd+3AQkEqCRuAGB16V8BRfGRZNF8G2d/4csNTm8Myj7PLcySFJYfPkmaJ4w207mkIJOeFGMc56Bv2jjN8QPDPiqfw7FJcaBYvY20C3JRXUmTaXwvUCVhxjPHpR9aq/wAwewpfyn15pP8AwVGj1rXLLSbfwJ/pV3cpax77vC72YKMnHTJrtfGn7c3ifwHZTXGq/DGYCG/m0+SOGd3dWiEZLkbeI2E0e1u+6vy/03xAmj+MLTXLO12paXyXkVtJJu+5IHCFsDPTGcV7fqX7aXijxBpM2ma1p8Gp2skl0UMkrCSKKaWGVY1bHIRoFwTk4JHpg+s1f5g9hS/lPqn/AIeUawtnc3Z+EmrraWrMlxcFJPLhZThg7bcKQeuelbXjL9v/AF3wVrtjpdx8M7nUJL+GKeym095ZIrpXiWQCMlAWIVhkAcc18ZXH7XeryTTFNAsY4ri51G6njMjnc92kitg9gpkYgc9BUkP7X2p2jSC38P2kcdwghuN0zMzRpai2jCEjCkIAScHJ7DpR9aq/zB7Cl/KfVaf8FMNUkS5dfhRqjJbStBOyiQiKRVLMjfL8rBQSQeQATWVY/wDBU63uLhLay+HUsk88mFhgmy0jsewAySTXyY37TWuW9n4n/s2GXTNT1q/gvF1GG7dpbcRIUVAWyWyrNk59Og4rz7wD44ufAXjSx8RwwR3txbtIWimJw4kRkbkdDhzg+uKPrNX+YPYU/wCU/SPw3/wUI1PxDJriyeAU0QaLAJr1tYvDb+XuOEQgrkMx4GQB6kVzmj/8FSYNa1qz0yLwQsU11Otukkt2fLDMwUElQTjJ7A18g3/7S2pXWmeJbGDT2sYdY0210tTb3jqYYoF2qTx87MOD0yDXlHh/VBoevadqRh+0CzuI7jyt23fsYNjPbpR9aq/zB7Cl/Kfqb41/bk8Q+Cni/wCLdHXIZJJITPo88sypJHJ5bIwMasDu4Bxg54Jripv+Cnd5b6fLfy/C/UI7GOTyXuXZxEsn9wsRgN7da+O4f2ldYj8c+KvE7W88t3rNlLZ26SXrsNPV3V8xEg9GUEDjHNSf8NReIbjw39ivbSHUdWKCJ9UuXZmkX7T9oyy92LjG7PTtR9aq/wAwfV6X8p9kN/wUr1ZNSg09vhLqwv5082G1KyebIn95U25I9xVdf+Cnl3JZ3d4vwv1BrSzfy7m4DMY4G/uu2MKeRwa+QrP9pa50/wAXXmt22hrGL6CeG6ha9lfJlkWRmj3ZWPlR0X1zk81l3Xx8u77SfElrc6UJp9YnmnE7X058kybc4BYkn5eoIznnNH1mr/MHsKf8p9rf8PMtRW6063f4WahFNqRVbNZGZPtBY4GzIG7JPauo8J/t4eJfF/iPWNEtvhhJaX2jxySX/wBuu/KW32KWKMf7x2nCjk4r88fGnxifxhHoIk0aBW0yUTP9ouJZ1uSAo2uGblcLjklscZxgVf8Ah/8AtCax4A8TahqFrZW66VeyTTPolt+6tUkkjMe5QdxGFPHNH1qr/MHsKX8p9ht/wVetFYqfAb5Bx/x9Un/D2C0/6EN//AqvzsuJvtFxLLjbvYtj0yc1HR9arfzC+r0v5T9F/wDh7Baf9CG//gVR/wAPYLT/AKEN/wDwKr86KKPrVb+YPq9L+U/Rf/h7Baf9CG//AIFUf8PYLT/oQ3/8Cq/Oiij61W/mD6vS/lP0X/4ewWn/AEIb/wDgVR/w9gtP+hDf/wACq/Oiij61W/mD6vS/lP0X/wCHsFp/0Ib/APgVR/w9gtP+hDf/AMCq/Oiij61W/mD6vS/lP0X/AOHsFp/0Ib/+BVH/AA9gtP8AoQ3/APAqvzooo+tVv5g+r0v5T9F/+HsFp/0Ib/8AgVR/w9gtP+hDf/wKr86KKPrVb+YPq9L+U/Rf/h7Baf8AQhv/AOBVH/D2C0/6EN//AAKr86KKPrVb+YPq9L+U/Rf/AIewWn/Qhv8A+BVH/D2C0/6EN/8AwKr86KKPrVb+YPq9L+U/Rf8A4ewWn/Qhv/4FUf8AD2C0/wChDf8A8Cq/Oiij61W/mD6vS/lP0X/4ewWn/Qhv/wCBVH/D2C0/6EN//Aqvzooo+tVv5g+r0v5T9F/+HsFp/wBCG/8A4FUf8PYLT/oQ3/8AAqvzooo+tVv5g+r0v5T9F/8Ah7Baf9CG/wD4FUf8PYLT/oQ3/wDAqvzooo+tVv5g+r0v5T9Fj/wVgtP+hDf/AMCqpS/8FRdEmkaST4bRu7HJZplJJ/Kvz2oo+s1f5h+wprZH6D/8PQNC/wCiaRf9/l/wpY/+ComiRSLInw2jV1OVYTLkH16V+e9FL6zV7j9jT7H6D/8AD0LQmYk/DSIk8/65f8KP+HoGhf8ARNIv+/y/4V+fFFH1mr/MHsafY/Qcf8FQtCAcD4axYZSjDzl5BGCOnQisf/h4h4G/6I7pv/fMf+FfCFFS69SW7LjBQ+HQ/d/4f/CSL4geB/Dvia18K+Eba31rTbbUo4ZbZi0aTRLKFOB1AcD8K7nQ/g8fBX2y9fTdCsFMQG7SYCjud6jDEjpyTTPhDpGta7+yz8NrHQNaXw/fT+F9IU6h5AmeNPsUO7YCcBiOAxzjrjOK9R16O5h8LeXezrdXawqssypsEjB1+bb2z6VrRqy9pH1CpG9OV307nwp+0Xq8um/EiSGONWX7LE3zZ9/eiqP7TX/JT5P+vOH/ANmortrSaqM8KnShKN2jnv8Agpp4F1jx/wCHfClposEU81m9zfz+dcRwqkEcRMj5dgMKOT7Zr8wNY0e40LUJbK68ppowpLQTJKhDKGGHQlTwR0PtX6v/ALf/AMR7P4X6f4e1G8sri9F7bahpkYtZUjaNp7do/M+ZWB2gk4x1xXwbrH7SllqPhHUdBXRbqWG+s9SSaS5uIyHu7q4gnFwUWNVBRo5MAAYEmBjHPDiv40j2cP8AwkeIanpN7ot0La/tZrO4MccvlTIVbY6B0bB7FWUj2Iqpg+lfQM37Ukd34+07xVcaTe3F3Do7aZJHcXizRwyG0itxPbq6EI2Yt53bsljUH/DUl1p+l+MP7LsXt9X1vW01SG5nS3kiijEDwyI0XlBS0iyHcyhc4HHXPKbnjfhPwtqXjbxHp+haPAtzql/KIbaFpFjDuei7mIAJ9zU/i7wPrPgW9trXWbUW8l1AtzA0cqSpLGSVDKyEgjKsOvUGr/wp8ZW/w9+JXhzxPd2kl/DpN9HetbQyCNpCh3BdxBA5A7dK9vH7XeltcaWJvC088Om3FpcRO10nmSNEl0jB/wB3twVujjaBgoM55oA+ZOatWOk3uprcm0tZrkWsRnnMaFvLjBALN6DJAz7ivaJv2l5bXwz4P0HS7GaDT9JSNNQ+0+RNLdiO6NxEUdosxlNzKOoxx0JBntf2lobTxrrWqx2GqpY6tosek3Kx6jtudyyI5lR9mFPysAAMAOQMDigDwyys5NQvILWHb508ixJvcIu5jgZYkADJ6niup8SfCfxJ4T13StH1O3tYL/U/KNtGt9A6kSBShZlchAQ6nLEDBzXK3c/2m7mmG/8AeOX+dtzcnPJ7n3r1+b45aafjT4a8b2+nala2uk21hA9ml4gkn+zRpHgvswFcRjIx3NIDyC6tZLO5lgkA8yJyjbWDDIODgjg/hUVfRWlftUadoehtolr4anm0qWbUZp47m6UmX7QkgQEBACEZweRztHSuQ+O3x0j+McelpDpX9kw2TyOsAEOyMMFGxCkattG3+It1oA8kowfSvWfg98aNL+Gfh3WtNu/D7apLqglimmWZQGheExhCrKwBViXDDBzwciuvuP2qbG6vtKml8MPcRabcwTW8c1yreUiWX2dwnyfKS2JM+oHWgDxDxV4P1XwXfW9pq9sttPcW0V3EFlWQPFIoZGBUkcgg1tS/B/xXF4Mj8Vf2cj6JJb/ahPHcxMwi8zy95QNuAD/Kcjg1a+MnxLi+KfiKx1VLW5tnt9PgsXN1OJXk8pdgckKOSAM++a6O3+P0um+E/Aug6fFqFla6G2dQEdyoF8PtHn7RhMqMnGCSOBQB5Zo2j3WvanBp9msZuZiQgllWJeATyzEAdO5qpJG0bsjDlTtODkZ+te8N+1BNefGK28V3tncnRrJp/smm2rwwyiOXJMckqx/OuSTgj0qlcfH7Sl+Hdz4WtNBuoVcNHHO10ny5uTMJsBB++AOwN6dqAPGtPsJtU1C2srcKbi4kWKMO6ou5jgZZiABk9ScCrN34d1Gyhup5LRzbW05tpbiPDxCQfw7xlScc8GvafE37UU/iP4oaJr32O5s9A0q7S9h063eFJ9+F8xTMIwSrleQQep71lal8eLO68I+LfDtvZarbWWr6k+p23l34XymdQGSQBMOnBOBjrQB41RXtXxU+LWl+IPhxpWg2YgudWl+ztqN1bxskIWCIRQqgYA7iMlj0z0rxWgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAP6FP2c7UXH7Nfw7u3muvOXw5pqKI7mRFAWzhAGFYCui0nUbq8i8RQTzzSxww27Is0rOVLSMDgsSedo/KvK/hl4VvfEn7NvwhltLaGdLXQLQyGYxfLus7fGN8b+h6Y/GvSPDa+WviJOPltLNDtxjh3HYD+Vb0fjj6oip/DfofIX7Tf8AyU+T/rzh/rRR+03/AMlQk/684f60V31v4jPHo/Ajmv8AgqT4Q1fxd4d8H22jWEl9PbzzXMqRkDZEsZ3OckcDPJ7V+a9x8P8AxFZw6xNcaRcW8WjyrDftKAggdgSqnJ6kKxGM5AyK/W39ujVm8Prpcyaff6pJPpWqWaQ2NgLza01s0YeRCQPLUtk5yO3evzQ1v4mT6t4K8faJ4xe+tvF2qa1ZakT9kCrut4p4zE65Xy+JVxgEALjFcWI/is9Wj/DR5jJ4f1GG40+CWzkgl1BFktVmGzzUZiqsCccEg89OKTXtB1Dwzq1xpmq2kljqFuwWW3mGGQkAjP4EfnXonxk8caF8Q9U8HT2+q6lO2n6Rb6Vf3V1ZhXJiJzMo8w7id5+Ukfd688Y3xu8ZWXxG+J2veJNLjuF068kj8v7QgVxiJV+YAkAkoe9cxscLRVvSdIvte1CKx02znv72bPl29vGXkfAJOFHJwAT+FXbrwdrtjq0+l3GjX0OpQRNPLaSW7iVI1UszlcZACgkn0FAGPRRRQAUVc/sW/wD7J/tT7Fcf2b5vk/a/LPlb8Z27umcEce9U6ACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA/oW/Z3sdTb9nH4cWtqlu0MnhnTJA8jkMN1lCcYxXX2vhO68P2esT3bxu11HCoWMkgbZCf8A2f8ASs/9mf8A5N5+F/8A2Kuk/wDpDDXf+KBu0uQew/8AQ0ral8cfUmp8EvQ/Pz9qJdvxTlGMf6HD/Win/tULs+K8o6/6HD/I0V31fjZ49P4To/27tag8P3GjyXFpf3a3OlalYrFp9i92d81u0al0UghAWGTXwJ8TPip8MvFeoeJLi60S4tddkt9Ssle801TN5zGA28zZYFSnkyR7Tyok69RX3p/wUJ8XaP4JbSbrWp1ht7rSNTsIo234lmmtnRFJQggZPJByMcc1+cus/Fnwp4m8C6nrPiDQdM1fxzqmpXSNGsLQm2tHt0WFlderRyISCSSQec5NcVd3mz1qfwI1fE3xK+HreMNKktfBemWvhlrUTJqUmi7JJ5vsgglHl79jJ56FwR91ucfeBxZvid4NHhL4ieH7W3W2g1LWE1HSp20iFyY1hmj8sr0iJLoQV+782AM1ft/E3w+utF8ELqlxZXN/p2g6haSxLZn7PFfSSTPbSPHjayqGQNxy2Tg9aW88ZfCXS7Lxlc2Xh2y1Yvrcb6VYXUTxt9la3dJyHXlV8xlZFz8u3IxXOaHkHgm6k8N+KPD2t3QurTTo79HN1HGTuVGUyBDwGIU8gH+IetepaZ8TPCV18ZPiHr2sXM0+ia3FqSWTzaeJpladJRCRlsx7C65weQKs+EfH3g7QtJ+EV3fy2d1c+H9ZmudVsUs8h7aQwbeCNruojkyTznac1N4Bh8Da7408TXPiD+zbjQ0e0vF1KO2jto4xFIJZoFg3Bm81A0e5R15I5oA1vD/xO+DK6RoOkX3g1dRmtbawWW4g02NZru4WW2EwJB3EMi3HUncXAxXL+J/G3h7w/wDF221G20WfwzZw6YYJoNO01bSRpGVsN5U28cgqCcc4yK5ibxhot3o2nWVjdzaDLHrsl4rxWMbGzgYnawlGJHK5Hy5A44o+OXi7SfFepeG00if7RFpmjQ2MrhW2eYrOzbSxLMPmHLEnOR0AoA3dc+I3gvXvgbpPh+e0uf8AhJNLtDDbMse1RM128jyMwbBBiYLjbnI68V4xRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH9Gv7M/wDybz8L/wDsVdJ/9IYa9C8RDdYEdfu/+hpXnv7M/wDybz8L/wDsVdJ/9IYa9E17/j0x/u/+hpWtP44hL4JH5/8A7WS7fi9OMY/0OD+RoqX9rkbfjFcD/pyg/kaK76nxM8aG33/mea/8FbZZr/wr4HYhpHF9J90Z48tq/M3y3+b5G+X73HT61+wv7afiTTPC9vpt1qt/BYW8mlarbxeexXzJ3tmESKQDht+MHtjNfnbqXxMsfGnw3+Jl152n6FrWsa7p95Hp6gqZLZIblZFU4OfmaIkcZJzXNilatI9Kh/DR4YY3UqCrAt0460jKVYhgVI7Gvevjt4mh1ZvB9rp/iXRdWvbW6uJZdWsVMW2Z/JOdoQCOFSMIOT8rnviuL/aJ1zS/Enxm8S6jotzDeabPLGYp7cYjfESBiOB/ED2rkNzziiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA/o1/Zn/5N5+F//Yq6T/6Qw13viyRotJldThlUEH/ga1wX7M//ACbz8L/+xV0n/wBIYa7vxh/yBLj/AHB/6Gtb0VepH1X5iqfw5eh8AftRXD3XxUlkkO5zZw5P50VH+03/AMlQk/69If8A2aiu+t/EZ4tL4Eb37ZWo2Gnppb6jdRWkMml6pFE0jojGdrZhCELAgPv24PYjNfCvxT8KfC/xNqvibXNN1a0F20GpFYbeby0a8jMBtwF77k+0EkcFh9K+6P20G05bfTn1RYWtk0nVXjEzRhvPFsxh8vfxv37dvvX54+I9N+G/izwdrHj65gutBuNQ1S7tLLSLGWNzHiBHhmdOoVpBIrYGMnI6c8mK/jSPUofwolrxB4L+E1r44stGsWmkH2dbqWb+0f8ARH3WSsYg/wB7clwHHUZBIz0rNk0HwFa+EPiNp9rHpd3q9jrEbabc3V7Ip+xiGfd5bD75EgjAB6lhnOM1qL8NfDmteHfABvLiCyX+wNRnls47mESyXqSzPBAzg5zIoVgW6AheOlQ3nwr+GWi2PjO+vtbvLuw0nW47C0ksJo3klhkt3JYKT8wjl8sFhwQce9chueS/C/VH0X4ieHrtZYoAt7GkkkwBRY2O1yc8Y2s1ezW95pHib49fEqa+utP+wNaapBpt75yxxqDFKtsqAcNuyi89KreFPCPhSbw/8HLnXlto9IuNcuI9bja4jDrC5txHI5U7wrfPwem09M1T8F/Bvw34y8ea/o9zO2lx2stpND5Nx5sK25kBut0oBUMsJLAZ6gjNAG/ovw1+C97oWiwanr/9naoLSxuNQuI7ot88ktuk0YByowJJzxyPLFchquh+AtB+KlpBaNYNobaa0k8epXEk8CTlWwN0fzZ4UgZOCao6JpPhyN9AfSF0i91I+I2iT+07tx5luG/d+fGfkWPplgc1B+0RDaWvi7TYLWCzXytNijlurR0P2uQMwaVlQkITjAXOcBc0wOhjvoIP2c7uGW40O6nmRVhs1KpNaqLoky9Nzztkr6CP1rwuiikAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH9Gv7M/wDybz8L/wDsVdJ/9IYa7vxh/wAgS4/3B/6GtcJ+zP8A8m8/C/8A7FXSf/SGGu78Yf8AIEuP9wf+hrXRR/iR9V+Yqn8OXofn5+05/wAlQk/69Iv/AGaij9pz/kqEn/XpF/7NRXdW/iM8Wl8CPP8A/grOuPB/gf8A6/5P/RbV+aVfsL+2toela/b6ZHrFna3drbaXqt3GbuHzVimjtmaJwuRuO4D5e+cd6/OzV7Pwnrfw6+JniHwzoUMaJrthBYrcLuktrV4bgzMgz8oLxof9kECuTFfxpHqUP4cTw2ivbPin4bstG8J+AtQttAsbDxFdX15Fc6fEmVZY/s/lRumTv5d/nz82fauY/aG0PS/Dfxj8SabotvDaaZDJGIobc5RMxISB+JNchuedVatdVvbG3ngtrqaCGcbZY43Khx6EDqKq0UAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH9Gv7M//ACbz8L/+xV0n/wBIYa7vxh/yBLj/AHB/6GtcJ+zP/wAm8/C//sVdJ/8ASGGu78Yf8gS4/wBwf+hrXRR/iR9V+Yqn8OXofn5+05/yVCT/AK9Iv/ZqKP2nP+SoSf8AXpF/7NRXdW/iM8Wl8CNr9tPw/YeI4dKg1G3aeC30vVLxCFdtksVszxnavLfMB8vfOK+D/ih+zfa6TqXiW90DVfsukR2moXq2ETGQA2zW48kkHqwnZwp5UIR2NfeH7afh+z8Rw6VDe/aVitdM1S/WS2uZIdskNszoWKclcqMivz18QfDHTdU0HX/GXh3x0dJ8JPqd5a2cGpPMHubiO3SQqG6MZA7KGPXGD1rkxX8aR6lD+FEXX/2fbDSfFthoreNXn1PyFuvspgfzooWs1uIyPT5iyHHQgVm3XwV02Pwj4/vp9Q1C917w/rMdikaxjLQmCeRpJATkcxAE9sD1q+3wb1LXNP8AA+rWms3MFzfaBqGrXOqzee0u22lmUoqnndtTaFU8jnvTZP2dtR05fGUup+ObPSYNK1VNLvbm580R3LSQPNGzMOuSu0huVLZNchueVfDWO1uPH2g299YJqdpcXcdvJayEgMHOzPHPG7d+FetL8N9G8QfHD4iaFZ6MLS00a01QWdqiu0ZaCKXy3JHIY7FI7Emqng34K2WtWPwiuTfTaevifWrmxudSiSRXgKG32AZ4HMhAYHnJPaqvhX4Qa74m8ba7puj+KLm2vre4somkuBLFPcJPMIzIRncVjDBiT2oA6LQ/2R017QdDuovFNvbX9/bWV1NbXCbRAk8lunPOcg3C/wDfLVyl38EdP0n4mWfhybUp9UtLjTmvfMstkciMFb5T5mB1XPuCMVlap4Tk0jQbfU59S1m+Z9Wk0uWW15iljiOR5TFslsqCARgcVF+0J4TXwN8XNe0WGa9nt7SRY4Zr52eV12DksevOaYF6P4d6VcfA2y8SLFdW2pSeIf7OuLy4BMMcHlqQ4AH3cvyfUYrY+PXw18LeC/A/gDUvDE63sWow3S3F95m43LxzFRJjHygjoK8f/trUP7P+wfbrn7D/AM+3nN5XXP3c4681HPqN3dW8NvNdTTQQZEUUkhZY89doJwPwoAr0UUUgCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigD+jX9mf/k3n4X/9irpP/pDDXd+MP+QJcf7g/wDQ1rhP2Z/+Tefhf/2Kuk/+kMNd34w/5Alx/uD/ANDWuij/ABI+q/MVT+HL0Pz8/ac/5KhJ/wBekX/s1FH7Tn/JUJP+vSL/ANmorurfxGeLS+BHFf8ABVTV7/RfCfgx7C8nsnlu5opGt5ChdDGcqcdQfSvzSbWL59LTTWvJzp6SeatqZD5QfGNwXpn3r9aP29PAulfEKx0Oy1d3jhsrLUtTjZZhEu+C3aQB2PRTggntnNfnZ4k+G3hLT/Cfj/XNH1GfWbPStbs9K024RgI3WeKd2cn+IKYdoPcc1yYr+NI9Sh/DiebjxlrypbINavwlqCsC/aXxECCCF54BBI49TUFx4j1W6tbq2m1K7lt7qb7RPE8zFZZP77DPLe5r1j4q/Ayy+FPgHwVrk942rXWoX91bamtu48hTGsDqkTjrxI4LeqmuN+Nfgmy+HXxP1zw9p0kstlZPGI2mOXIaNH5/Fq5Dc5v/AISjWPsdtaf2refZbVg8EPntsiYdCozweB09K1dE+JXiDw/cX93aXzDUbyIwSahIS9wqFdpCuTkZHFcvRQBPDqFzbmMxXEsZjfzE2uRtb+8PQ+9S6rrN/rt19p1G9uL+4xt825kMjY9Mk1TooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooA/o1/Zn/wCTefhf/wBirpP/AKQw13fjD/kCXH+4P/Q1rhP2Z/8Ak3n4X/8AYq6T/wCkMNd34w/5Alx/uD/0Na6KP8SPqvzFU/hy9D8/P2nP+SoSf9ekX/s1FH7Tn/JUJP8Ar0i/9morurfxGeLS+BGx+2tpM+uW2l20GrXWkFdM1S4eS0SNjMkduztC2/gK4BBNfnr44+CvjX4cr4q0TRb9bnwjJFcahL5zRqZorRo0d2U5wym5AGOoJI4r9DP20tN1DVY9Ig03VLrS7hdN1OZza20U73ESW7NJBiTj51BXPv6V8F+LtI+K0p8VTaP4lXxT4bgnv4Jr9HhJf91G9zEVI4IQoSi8ZTI6ZrkxX8WR6lD+FEwdQ+DfxQ0mx0DQLi9037BaXDXlhAbyBo4Xa2W6Mhz2eMjrkErjsKwfEXwz8SeJNH8YeMte12xn1HS9Vi067E86755GhkcMpHB+WLA9efStzVdI8eaxrXhPxXb6pHqOu6rolxdyXrLALeC0ti8JJbG3akcYBJGVIx2p9t4L+MeqTeNokbzZ7nUTb61BJJDuluTBLIrbSP4ozJtZcZzgVyG55N4F0nT9e8YaRpuqS3EFjeXC27yWqhpFL/KpAJx94rn2zXoFx8G9NvPin408MaTe3M1p4dtr+QtcNHHPM9tHIzFVJwVzHk45xUXg34Q6tdXPwzvtH1K3t9W8SatNbWc0roYbeSEwlcnn5syjKkdcDvV3w/D8SpfHnifU9C1C01HW57iKz1K/tWhlSV7yQwhckY+dmKtj1OaAKunfst+PdX0PSdUsrOzuYdTjt5YIo7tDLsmaJY2ZeoGZos+m6sa/+CesaB40t/DmuXdnpk9xZm9juFk+0RFMNgZjzzlSPY11dn4j+KEEenQ2PihRqct7HoMOkwSIJomgkjaP5cYCh4o/m/2Rnij45aL4m+Efi7w3qI8TNd6pqGjLP9usIlgSPc0kbxJtA3D5euOc0Ac/rXwZuNH+EmkeL0M9699G13J5IXyrW385oVL87sl0PbHIrzKumb4leJX8JnwydVlOilPLNrtX7gkMmzdjO3eS2M4zXM0AFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB/Rr+zP/ybz8L/APsVdJ/9IYa7vxh/yBLj/cH/AKGtcJ+zP/ybz8L/APsVdJ/9IYa7vxh/yBLj/cH/AKGtdFH+JH1X5iqfw5eh+fn7Tn/JUJP+vSL/ANmoqP8AaguI4filIrsFP2OE8/8AAqK9GtF+0Z4tL4EYP/BTbxtqfgXwz4Xn0tolkvzdadP50YcNBLCyyL+IyPxr81v+E+1hfA8XhJJlj0aO9fUBGi4czMnlsxbvlQBj0Ffp/wD8FEvhvL8UdI8NafFfx6e9jHe6mWkieTzEhgZ2RQoJ3EZx9K/OTxV8A/GHh3VNZhtdKuNa03TJJUk1SwiLwERqruc9tquuQeRmuHFfxpHqUP4aIbf44eJ7PT9JsoHtIrXTbOewgjW3GDbzbjNE3PKsXZj7mq2sfGXxTr2ma5Y3l8skes38eo3bqm12mjXbGQR0CqSAPQmq1x8I/GdpfW1lN4Z1KK6uUlkiiaAgusahpD/wEEE+majh+Ffi+4tdWuYvDmoSQaS7x30iwErbsi7nDnsQvJ9q5DcuWfxg8RabpHh3TrOW3tYvD939u06SKECSGYlCz7u5by0z/uitbwj8dtV8Ja9quvRWkUmsXkKxIybY7aPaBscwhcOykBlbIIYZz1rm2+F/i1X0lD4fvw+rECxXyTm4ygcbB3yrA/Q1i61oeoeG9RksNTtJbK8jALQzDDAEAj8wRQBbuPGWtXekx6ZNqMz2Ud014kZIyJm+8+772T9as+LvH2seOLfRodWnWddJtBZWpC4KxAkgE9zkk59652igAop8KpJNGsj+UjMAz4J2jPJwK9j+J37LviX4do728q6+kM0sM/2KFwYthiBchgPkJmQBvU4oA8ZorsF+D/jaSC/mXwvqTRWEk0N0wtziF4sGVW9CuRkVZ0v4JeNNU8R6Xog0K5tb/Uld7ZbpfLDqqb2OT6Lz+IoA4aireraTd6HqE9jfQtb3ULbXjbqDXbeJ/hOmg+EfDGtWmu22rS+IN32WyghkWT5ZHjblgBw6Y/EUAefUV6JqXwF8Yx+ItU0rS9FvtZfTnjiuJLe1ddjuu5VIYAgnn64rn9V+GvinQ9CXWtQ0C/s9KZggvJoCse4kgDP1B/KgDm6KKKACiiigAooooAKK6H4f+Dbj4g+MNO8P2txHaz3hcLNMCVXajPzjnotdLq3wH8U2MOjGyspdXuNRtJbv7NZxMZIESRkO8Ef7OaAPOaK6/TvhhrGpeFV1uKGQJJqKabDE0TfvJG4+/jaOeME5rQ/4Uj4mt/iNH4NvbOS21NmO4ohlAUDJYBclgPagDgKK6m4+F/imHSZdWXQ72XSEkdBfLCfLba+wn/vriqviLwD4i8I28VxrOjXemwyv5aPcRlQzYzge+DQBgUV3nhX4Y2/iTwDrvid/ENrYrpJQTWkkMjOS5ITBAxyRTIfg54kvtJ8P3Vhp11f3WtGY29nDbuXKxnlgcYYfQ8d6AOGortW+CvjtWu1PhPVc2qCSfFsx2KQSCfbAP5VxVABRRU1nDHcXUMc0y20TsA0zAkIO5wOTQBDRXpPj34Ial4S1v+zdLuh4nljtIry4awt5AII5NvlltwHXcKyI/g344mt7iePwtqbxW8skEzLbkhJE++p9CO9MDjaK6vUPhR4w0rUrPT7zw5qFve3jFLeB4SGkYAEge4yPzqW1+Dvja+a9W38L6nM1jKYblVt2JicLu2t6HbzQBx9Fda3wl8ZILMt4a1IC8BMH7g/vMKX4/wCAgn6U61+EHjW+glmt/DOpSxRJHI7LASAsiloz/wACUEj6UgOQorvT8HNbt/hjfeNLxGsbK3lgSOC4iZWuElJUOhxjAINQ/Cv4bx/E3Vr3TzrVvpE1taTXg+0RSOHSJC742g4wqnrQBxFFdjZfDHUtU8M6lrljvvLO2v47CBordyLl3YqCpxhe3DYPNWZ/gX8Qba/jspfCGrLdSCQrF9mbJCff/LvQBwtFWNS0260fULixvreS1vLeQxTQSrtZGBwQR2INV6ACiiigAooooAKKKKACiiigAooooA/o1/Zn/wCTefhf/wBirpP/AKQw13fjD/kCXH+4P/Q1rhP2Z/8Ak3n4X/8AYq6T/wCkMNd34w/5Alx/uD/0Na6KP8SPqvzFU/hy9D86v2rlvG+K7fZ0Rk+ww53Pt5y3tRWj+04ufihJ/wBecP8A7NRXo1pPnep41F+4tDX/AG2l1d7PTRo0+nW0/wDZeqfaJNRjmcC1+zN5/liL5t+zdj/HFfnzrWmeMvAvwv8AFnh2XWrHTtO8OeIEae6s5Z/tN9c3ds4C7lONjRRHIcDHQ8k1+hH7a02rwW+lvon2Vbr+zNUEslzM8RitzbN5zoUBO9U3EfSvzqv/AAz4m8H/AA5+Jeh66ljPbW+t2LXd1Ncs0zXhiuGhKEA7tyNKx3Y5xnBrhxX8aR6dD+FE6bx98T/GFjHoGv3+o+Hb3Rtcl1a0nmtYJjDLJOkCXrSD7zAqYiGj4O04zzXMeOfiN4u+E+peLPAEh04W8t3LcSCxM6RxtPbRxt5fzglfLCDD56VL8YLTVbLSPA9hq1no9t4ctr+7gi+w3ckyJKDALiIudzCNR5eAu4Dc2Cea4/8AaEk1iX4xeJG1+G1g1bzY/Ojs3LRD90m3aTyfl21yG4s3xx1qZPDg+w6ej6G++GVVkEkn7pYgHffuwFXgKRgk4xmuW8aeLbnxv4gn1e6trW0mlVEMNnH5cShVCjC5PYfnWHRQAUUUUAPhkEM0bsiyhWDFHzhsHocdq9q1j9rbxjrVxdvNaaSsN35puIFgfZI0jRMTy+RgwRkAEDj3rxKigD03xF+0H4o8Q6Pq1gPI0z+1NVl1i6uNOMsMkk8ibJASHxtZeq49abP8fvEMmueH9WjtNOgvNFMhidInJm3psYSFmJYbSQOeB07V5pRQBf17Vjr2sXV+bS3sftDl/s9opWJPZQSTj6mvTfFGm+K7zwj8LdLuNH068tnjm/si3sy0ktyrTtvWXDd339MYya8jr3TxtP4k8OfDXwXqFnHZ6cmgs1rBfabemSeFrhDOVfjGWErdM46GgDe+LHxY+IHwr8ZNaX9voNtqV82na3MdPR3RmjjJiUksR0bDY644Nec+Pv2gvFHxG0AaTqxtxb5T5oDIvyoWKrt37eNx52596x/il8UL74qappl9f20dvLY2ENgvlsW3rGMBjx1I61xdABRRRQAUUUUAFFFFAGr4V8SXng/xHp2t6eVF5YzLNHvztJHZgCMgjgjuCa9RT9q7xnHrH9pCLTRcKkSJthcbPLJIwQ+fm3HcM4PpXjNFAHexfGLUYPDOoaLFpemxxXmojVGuFjk81JwcqVO/GB0xiu/+F+reJ/iv8VJfF+n6dokGqaXGs0zSW8zRySOdiuURizMTnpwK8Dr139nPxB4u0nW9dsvClhHfm+09xerI4TZCgLlg/O3gEdOc0AanxA+KfjL4d6/rPgu/tdLtWsfOsplslb5RJKJmKMWODuxgkHHpWD8YvjPF8TtI0XT4bGS3WxkmnknnK75ZJMZzt4PTrxn0qHUvC/iz40J4w+IrWUMNhZr9qu5d2xONq7I8/eIGM4rzKmB02h+Pr3QfBuv+G4bW0ls9ZMTTzSoxlTyzldhDADn1Brq/Df7Qmu+EtH0PT9N0zSof7HE/2adopGkzMMSE/Pgk/SvLqKQHsf8Aw1V41bQRpLm0a2WFIQyCSNvlVlDEo4ycMevHtXjjEsST1NFFABSq21gcBsHOD0NJRQB6gf2hPEH/AAk13rIsdNEl3YQ6dNbiJ/KaOLHlnG/O4FQc57dKNa/aK8Vavp8tsht9NabU21aWawMsTyTMAGDYfBU91968vooA9ak/aY8VzX8d3JbaY8kdxcXIBgbh5kVHIO7IwFGCCCD3qDXP2jfFWt2OuQD7Pp9xrNzBd3V9YtLFOZIU2IQwf+7wfWvLKKAPXW/af8XtJpknl6fvs5EkdvJbNyywmEeZ83/PMkcYrqfBfxh8f+JdM1bU9KtNEhtfD0EGoXHmKwbZbxukYC78t8rkcegr55r1T4NzaxZ+G/Hdxp2gxapYHSpI9RuppzGIICMkLjqxIGPpQB1WuX3j/wAQfs+3utapaaZD4cAtNPDyI63U6pKxidRuxhSzDdjBz3ryf4f+Pr34daxc6lYWtrdTz2c1ky3asyhJUKOQAw52k16Br3i7xd4W+DKeHtddJrTxAsM1rHcSk3EFtGSYyBjAQndgE5rxmmB3fg34vah4J8MXmiWemabPFdXcV49xcI7SiSI5jIIcDAOe3euvj/a28crHexN9haK8nuZ5VWN0J84hmUMrggAgEYOfevFaKQF/xBrdz4k1u+1W8O66vJmmkILH5ic9WJP5kmqFFFABRRRQAUUUUAFFFFABRRRQAUUUUAf0a/sz/wDJvPwv/wCxV0n/ANIYa7vxh/yBLj/cH/oa1wn7M/8Aybz8L/8AsVdJ/wDSGGu78Yf8gS4/3B/6GtdFH+JH1X5iqfw5eh+fn7Tn/JUJP+vSL/2aij9pz/kqEn/XpF/7NRXdW/iM8Wl8CNf9ti61i0tdLk0S0iubw6XqiSPJqIsjbwNbMJZlcg/MiEsAPTPavzqvNF8V+Hvhz8StF8S6el0sGt2M1/qFxqiiYXnlXBiC5DGYOjyNwc8Dmv0V/bW1DVNMtdLm0fTI9Tum0vVInMmoxWYtoXtmWSfdICDsUlse2egNfnTfW/izTvhv8S9I8U6RJcTLrdjc3+qXWpxxvFdLFceUoVs+cHSR2Gw9FGOK5MV/GkepQ/hRK/xmvpr7WPB2mat4PPhCBYFng099Swi2kjBVUZQCHmN2LMCxL7mzxXO/tCXWr3nxi8Rza7YQ6XqrSx+daW84nSPESBcOOGyuDn3rofilHdeJ9K+GWtXfhW70HQ5bJdFsp7zUowL2K2ZQXDMi+X/reXYFefY1z37Qmoanqnxi8R3WsaUNE1F5I/NsBcLcCLESADzFADZAByPWuQ3PO6KKKACiiigAooooAKKKKACvXfixq0sHgLwrotz4ai8PFYVuIIY9Q8x9pQZkeHaCrSZDbmJJGMcYFeRV7d8bfiFqnibwT4dtNZ8N2+l3k0cE0dxJdI9x5UcCRLiIAPGjhd/zZznigDxGiiigAooooAKKKKACiiigAooooAK9Q/Z6uNVsfGlzeaP4cm8R3cNhcBokufISKMxMJHZtrfw5x05ry+vVv2cpL+x8aXWo2GhNrskNpJCYzfx2aJ5wMQy7qQSd2AOpNAGv4X+IHiXwX8JtZWaxSXwlrUMunafDd3EQli3Nl3jzGWkAIAJ4Ga8Sr6OvdQ8U2fwNv9AuvBCjT9NiuYUuLq8jaW2Tz8vL5W3eSrfLvGBzXzjTYBRRRSAKKKKACiiigAooooAKKKKACvZvgHpmq3mi+LY9N0FNYGp2v9lOz6mlqy+YC21FZDvc7c/hXjNe1fs+w3q6br9xp3hGXW76QpbR6jBqcdpLAGVi0UQdW3O4H8PzYBx60AbPxK1zxfqnwP02HU9Ds0063hs4jdC9WZ4I1aXyWWHrEzksGbJyAOBXz5XuPjiz1Gx+B2m2y+DLnRNODQ3Mt4uppJ5ruXCzTQhN4DbSq7iFGOOTXh1NgFFFFIAooooAKKKKACiiigAooooAKKKKACiiigD+jX9mf/k3n4X/APYq6T/6Qw13fjD/AJAlx/uD/wBDWuE/Zn/5N5+F/wD2Kuk/+kMNd34w/wCQJcf7g/8AQ1roo/xI+q/MVT+HL0Pz8/ac/wCSoSf9ekX/ALNRR+05/wAlQk/69Iv/AGaiu6t/EZ4tL4ER/wDBQP4jW3wy0vQdQuLWW6a9tdQ0uIRqjBHnt2j3srgqwUEnaRz0r82x8WG1b4f+LtF177XqGra5qlpqw1Dcp/eQxzptZT/CRNxjoFAAxX31/wAFRvDeq+LdC8CadounXOqX73szLb2kRkchYmJOB6AE1+YMkbRSMjqUdThlYYII7GuTFfxpHqUP4UT174jfHgfFTwL4X0bXbRxqGm6lcXd1eWsSIrRSLGgjiQcLtSJABwOg4AFch8XvHUPxK+I2s+JLe1eyhvnRkgkYMyhY1Tkj/dz+NcfRXIbhRRRQAUVtzeCPEFvZy3cujXsdrDZxahJM0LBVtpWCxyk4+4zMoB7kiqGj6PfeINSh0/TbSa+vZiRHbwIWd8Ak4A9gT+FAFOipHt5Y4hI0brGWKBypwWGMjPqMj86s6lot/o8dm97ZzWqXkAubdpUKiWIkgOvqCQefagClRRWn4b8L6v4w1SPTdE0641S/kGUtrWMu7cgcAe5H50AZles/Fj406d8S/C+mWf8AYEdtq9v5Cvfsse5Uit0i2KyqGZWKbvnPHQVwNx4I1+01PUNOm0e8jvtPhNzd27RHfBEMZdh2X5l59xWJQAUUVoW/h3VLyGzlg0+5livJzbWzrESJpRjKKccn5l4HqKAM+itTxB4X1fwneJa6zptzplxIgkSO5jKFlPRhnqKy6ACiiigAooooAKKKKACu5+EvjPRPAuvTalrGnXWoSLGBa/Z3UeTJn/WFW4LAfdzwDzg1w1FAHrN18VPDzeB9e0m2s9cj1XVZZJJdQmvEd5gX3Ikjbc7MdVUDcec9q8moooAKKKKACiiigAooooAKKKKACiiigAr0f4TfELQvAVrqr6hYalNqlyBHbXthOiNbIQQ5TcCFc5AD4JAzgZ5rziigD2jxx+0Ini74P6f4KGmTRNbJbp50kwYL5TOSQ33m3bx8rcDGRXi9FFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB/Rr+zP/AMm8/C//ALFXSf8A0hhru/GH/IEuP9wf+hrXCfsz/wDJvPwv/wCxV0n/ANIYa7vxh/yBLj/cH/oa10Uf4kfVfmKp/Dl6H5+ftOf8lQk/69Iv/ZqKP2nP+SoSf9ekX/s1Fd1b+IzxaXwI2v23PHkPgrRNNh/sO88QXurRm1tbSzhaQ7knhndiEdWAEcLn5T1xnjNfnr4y+OHgnxBb+Np08JbtZ1K/1Y2E09rCP9HvLtZ1llbllmhVCihcjEjfMMc/oN+3L8TtH+F/h3T7vVYriSW+j+y2htiVdZBcQyMd4OV/dxv069Ohr8+vGnxW+GuvQ+N72Hw3v1i91DVhp260RVlhu7tZoblnzmN4ERkCBTnzOGXmuXFfxpHqUP4cTW1L47/DLUPiToGrJ4NtbLw3ZJfLPp8GhQb5ElhCQxPmcrJsYbvM+Rhzjrxi+GfjV4EuLHxA/ibwbZLqWqRSWv8AxK9LiEEcf2XyopY1MgMUol/eNglW4AC4ydvUvid8H7z4k6BfW3h6ys/C0CXy3NmNIG8xSQhbaNzuId0f5t4G4c/O+cDE8M/En4ZahY+IZfEPhmz0+/1COS2S3sbENbx4tdkNxETmSN/O/eOqsoIxgHkVxm518vxO+F/h3RfC1/PoeianN9st2udNsbOKbbbx6d5eSWVGOLh/MZXILMpGSoBrwT4q+KNL8ZeMrjU9H0+302ykihQQ2tmLRCyxqrN5QkcKSQT945znjpXvcvib4RaDo3hbUrzStHullvLcT6ZaRQ3EkUCadt3MykuR9qcSMJQjtgrhlUV4J8VNa0TxB4zub3w/a29ppzRQrstbU20bSCNQ7LHuOMsCeNoPXavSmB71D8TrCw+Eeiv4j8D+IkhubDTNIvdUSx8u1ubOC4Eu2KVyQWKQ2xXIwS83GCuOaj+Mnw7/AOFreHvEqaE1jpdrpj2ep2VtotuUu5cuFdY2lKqSrIS2cgp3yTWR4e+KHhi18I/CzTtbNxq8Oha1c3esabJCXjltpGhCoNx2vhYvun1ArY03x/8ACzR/MmXSbHUXt/DwtYre60nKT6lHdGRJmPUK0fyHkZBweBwAcp4g+J2h6l8GbPwbbi6W602/upbaVtOtwtxDLIjKXfcXjYBCMLnOQC2Biutb41fD+1ltL1NIkv8AUIvDsWlMbjQbNIvtS3McjThN7L80YkXO3PI9eM/WviV8MvEHgeSxfwtb6TqEtor7dNsVDwXRv2d9kzHeVFs2wB2K5A4yM10Fx8Rvg63iC3vItHtWgh0u/s5Um0lNtzKxzaSFVUKrLkBmUA/KeoIpAS2fj74Z3fhXxtdwaZpOmLLJqkmlWs1rG93umaMW4ZCh27ELgbGZRyTggGvD/hT4msvBnxJ8Na9qJuPsGm38N3OtqgeRlRw21QWUHOMcmvS/+FnfDbVvBWrfa/CNhpetXSXRNnY2eUM7tCYJIpWJaJECyZQEA7uhrc1D4mfB9ZLu807QLeOdjqE1vDLpMbrG00EYtkIbKkRyIx5BHz8Z5oA5b4deJtFvvEPxFWXT9V1m21awuvsqWujRXc8A3hxOxL5jCKCDtJHzdeK9A8O/G74c63q1lpcXw0bWmhFktlbWuj27TSyRwSLOzKhDPlir7STnYc4ql4b+Mfwt8N6xr95pel/2XLfPcIsy6crHyZrHydkfXygsxdyE25DY9q+fPCepxaN4u0q+kne3t7e8jkkmjB3CMOC2AOTxnimB6x4t8ZX+j/FPUpdM+HNglxLZx79J1Pw88BQRpl5RbiRtmQCS2cEDPFZniT4naD4q+GfhPQby81eO/wBL1Ke7mWC1QQQxS7MxwEzEgJs4BAHPatrT/id4WuPjd418Q6jftJ4f1aK8S3M9h5suZY3WPGQWj2swJ2kZA71uaH8Uvg1Z+HdH0jVvCsepGytLbz7uHTkjkuLhZIvMJkBDkFVl+8cHcPwQHlvxg8eaV41k8OQ6PHcrbaRpqWJkuIVh8xgzMWWNWYKOfU5OTXIx+Fdak0U6wmk3z6SH8v7ctu5g3ZxjfjGc+9el+NPiZ4Vh8eW+r+HfDulXNktl5Etu2mxxQs5bIby3DqWC4G4Iuefqeh0f4zaDp/g95V1a8t9XmuI5JdKWyDQRW63Ky/ZYMFY41JBcvjOcAADJIB4tr3g/XfC6wNrOjX+lLPzEb22eIPj+7uAzWRX0J+0h8cfDXxK8N2Wk+HoGhij1WfUQvkbNqyRop3tgF3LKzE8gZwDXz3QAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB/Rr+zP8A8m8/C/8A7FXSf/SGGu78Yf8AIEuP9wf+hrXCfs0MB+zz8MM8f8UrpP8A6Qw13fjA/wDEjuP9wf8Aoa10Uf4kfVfmKp/Dl6H5+ftOf8lQk/69Iv8A2aij9pv/AJKhJ/16Q/8As1Fd1b+IzxaPwI5z/gp14B8T+PfCvg+Hwz4c1bxFNb3rvNHpNjLdNGpRgCwjU4Ge5r89/wDhnT4r/wDRMfGX/ggu/wD43X71R3EtvkRSvGD12sRmpFv7n/n5m/7+H/Gt6uCdSbkmb08SqcVFo/BL/hnP4r/9Ex8Zf+CC7/8AjdH/AAzn8V/+iY+Mv/BBd/8Axuv3u+3XP/PzN/38P+NH265/5+Zv+/h/xrH+z5fzGn1yP8p+CP8Awzn8V/8AomPjL/wQXf8A8bo/4Zz+K/8A0THxl/4ILv8A+N1+93265/5+Zv8Av4f8aPt1z/z8zf8Afw/40f2fL+YPrkf5T8Ef+Gc/iv8A9Ex8Zf8Aggu//jdH/DOfxX/6Jj4y/wDBBd//ABuv3u+3XP8Az8zf9/D/AI0fbrn/AJ+Zv+/h/wAaP7Pl/MH1yP8AKfgj/wAM5/Ff/omPjL/wQXf/AMbo/wCGc/iv/wBEx8Zf+CC7/wDjdfvd9uuf+fmb/v4f8aPt1z/z8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K/8A0THxl/4ILv8A+N0f8M5/Ff8A6Jj4y/8ABBd//G6/e77dc/8APzN/38P+NH265/5+Zv8Av4f8aP7Pl/MH1yP8p+CP/DOfxX/6Jj4y/wDBBd//ABuj/hnP4r/9Ex8Zf+CC7/8Ajdfvd9uuf+fmb/v4f8aPt1z/AM/M3/fw/wCNH9ny/mD65H+U/BH/AIZz+K//AETHxl/4ILv/AON0f8M5/Ff/AKJj4y/8EF3/APG6/e77dc/8/M3/AH8P+NH265/5+Zv+/h/xo/s+X8wfXI/yn4I/8M5/Ff8A6Jj4y/8ABBd//G6P+Gc/iv8A9Ex8Zf8Aggu//jdfvd9uuf8An5m/7+H/ABo+3XP/AD8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K//RMfGX/ggu//AI3R/wAM5/Ff/omPjL/wQXf/AMbr97vt1z/z8zf9/D/jR9uuf+fmb/v4f8aP7Pl/MH1yP8p+CP8Awzn8V/8AomPjL/wQXf8A8bo/4Zz+K/8A0THxl/4ILv8A+N1+93265/5+Zv8Av4f8aPt1z/z8zf8Afw/40f2fL+YPrkf5T8Ef+Gc/iv8A9Ex8Zf8Aggu//jdH/DOfxX/6Jj4y/wDBBd//ABuv3u+3XP8Az8zf9/D/AI0fbrn/AJ+Zv+/h/wAaP7Pl/MH1yP8AKfgj/wAM5/Ff/omPjL/wQXf/AMbo/wCGc/iv/wBEx8Zf+CC7/wDjdfvd9uuf+fmb/v4f8aPt1z/z8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K/8A0THxl/4ILv8A+N0f8M5/Ff8A6Jj4y/8ABBd//G6/e77dc/8APzN/38P+NH265/5+Zv8Av4f8aP7Pl/MH1yP8p+CP/DOfxX/6Jj4y/wDBBd//ABuj/hnP4r/9Ex8Zf+CC7/8Ajdfvd9uuf+fmb/v4f8aPt1z/AM/M3/fw/wCNH9ny/mD65H+U/BH/AIZz+K//AETHxl/4ILv/AON0f8M5/Ff/AKJj4y/8EF3/APG6/e77dc/8/M3/AH8P+NH265/5+Zv+/h/xo/s+X8wfXI/yn4I/8M5/Ff8A6Jj4y/8ABBd//G6P+Gc/iv8A9Ex8Zf8Aggu//jdfvd9uuf8An5m/7+H/ABo+3XP/AD8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K//RMfGX/ggu//AI3R/wAM5/Ff/omPjL/wQXf/AMbr97vt1z/z8zf9/D/jR9uuf+fmb/v4f8aP7Pl/MH1yP8p+CP8Awzn8V/8AomPjL/wQXf8A8bo/4Zz+K/8A0THxl/4ILv8A+N1+93265/5+Zv8Av4f8aPt1z/z8zf8Afw/40f2fL+YPrkf5T8Ef+Gc/iv8A9Ex8Zf8Aggu//jdH/DOfxX/6Jj4y/wDBBd//ABuv3u+3XP8Az8zf9/D/AI0fbrn/AJ+Zv+/h/wAaP7Pl/MH1yP8AKfgj/wAM5/Ff/omPjL/wQXf/AMbo/wCGc/iv/wBEx8Zf+CC7/wDjdfvd9uuf+fmb/v4f8aPt1z/z8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K/8A0THxl/4ILv8A+N0f8M5/Ff8A6Jj4y/8ABBd//G6/e77dc/8APzN/38P+NH265/5+Zv8Av4f8aP7Pl/MH1yP8p+CP/DOfxX/6Jj4y/wDBBd//ABuj/hnP4r/9Ex8Zf+CC7/8Ajdfvd9uuf+fmb/v4f8aPt1z/AM/M3/fw/wCNH9ny/mD65H+U/BH/AIZz+K//AETHxl/4ILv/AON0f8M5/Ff/AKJj4y/8EF3/APG6/e77dc/8/M3/AH8P+NH265/5+Zv+/h/xo/s+X8wfXI/yn4I/8M5/Ff8A6Jj4y/8ABBd//G6P+Gc/iv8A9Ex8Zf8Aggu//jdfvd9uuf8An5m/7+H/ABo+3XP/AD8zf9/D/jR/Z8v5g+uR/lPwR/4Zz+K//RMfGX/ggu//AI3R/wAM5/Ff/omPjL/wQXf/AMbr97vt1z/z8zf9/D/jR9uuf+fmb/v4f8aP7Pl/MH1yP8p+CP8Awzn8V/8AomPjL/wQXf8A8bo/4Zz+K/8A0THxl/4ILv8A+N1+93265/5+Zv8Av4f8aPt1z/z8zf8Afw/40f2fL+YPrkf5T8Ef+Gc/iv8A9Ex8Zf8Aggu//jdH/DOfxX/6Jj4y/wDBBd//ABuv3u+3XP8Az8zf9/D/AI0jX91/z8zf9/D/AI0f2fL+YX1xdih8Lfhxo/iz9mj4deGvGGl7/I8O6UJrO7QpLbzx2kSngjKupDAg+4PcV6DrVjYaT4VNjpsMVtZ28SpHDAoVUXevAFcZ/aF1/wA/M3/fw0yS8nlXa88jqeqs5Iq4YFxknzBLFqUWkj4//abP/Fz5P+vOH+tFJ+00P+LoTf8AXpD/ACNFRW/iM5KT9xH/2Q==)

**Result:**Thus the linux programming for priority scheduling is executed
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**Ex. No.: 6d)**

**Date : 5/3/25 ROUND ROBIN SCHEDULING**

**Aim:**

To implement the Round Robin (RR) scheduling technique

**Algorithm:**

1. Declare the structure and its elements.
2. Get number of processes and Time quantum as input from the user.
3. Read the process name, arrival time and burst time
4. Create an array rem\_bt[] to keep track of remaining burst time of processes which is initially copy of bt[] (burst times array)
5. Create another array wt[] to store waiting times of processes. Initialize this array as 0. 6. Initialize time : t = 0

7. Keep traversing the all processes while all processes are not done. Do following for i'th process if it is not done yet. a- If rem\_bt[i] > quantum (i) t = t + quantum (ii) bt\_rem[i] -= quantum;

b- Else // Last cycle for this process

1. t = t + bt\_rem[i];
2. wt[i] = t - bt[i]
3. bt\_rem[i] = 0; // This process is over
4. Calculate the waiting time and turnaround time for each process.
5. Calculate the average waiting time and average turnaround time.
6. Display the results.

**Program Code:**

#include <stdio.h> struct Process { int pid; // Process ID int burst\_time; // Burst time of the process int remaining\_time; // Remaining time for the process int waiting\_time; // Waiting time of the process int turn\_around\_time; // Turnaround time of the process };

void calculate\_waiting\_time(struct Process[], int, int); void calculate\_turnaround\_time(struct Process[], int); void find\_average\_times(struct Process[], int);

int main() { int n, quantum;

// Get the number of processes and time quantum printf("Enter the number of processes: "); scanf("%d", &n); printf("Enter the time quantum: "); scanf("%d", &quantum);

struct Process p[n];

// Input process details for (int i = 0; i < n; i++) { printf("\nEnter details for process %d:\n", i + 1); p[i].pid = i + 1; // Process ID printf("Burst time: "); scanf("%d", &p[i].burst\_time); p[i].remaining\_time = p[i].burst\_time; // Initially, remaining time is the burst time }

// Calculate waiting and turnaround times calculate\_waiting\_time(p, n, quantum); calculate\_turnaround\_time(p, n);

// Find and display average times find\_average\_times(p, n);

return 0;

}

// Calculate waiting time for each process void calculate\_waiting\_time(struct Process p[], int n, int quantum) { int time = 0; int remaining\_processes = n;

while (remaining\_processes > 0) { for (int i = 0; i < n; i++) { if (p[i].remaining\_time > 0) { // If the process has remaining time if (p[i].remaining\_time > quantum) { time += quantum; p[i].remaining\_time -= quantum;

} else {

// If the process can finish within the quantum time += p[i].remaining\_time; p[i].waiting\_time = time - p[i].burst\_time; // Calculate waiting time p[i].remaining\_time = 0; remaining\_processes--;

}

}

}

}

}

// Calculate turnaround time for each process void calculate\_turnaround\_time(struct Process p[], int n) { for (int i = 0; i < n; i++) { p[i].turn\_around\_time = p[i].waiting\_time + p[i].burst\_time;

}

}

// Calculate and display average waiting and turnaround times void find\_average\_times(struct Process p[], int n) { float total\_waiting\_time = 0, total\_turnaround\_time = 0;

// Display individual process times and calculate totals printf("\nProcess\tBurst Time\tWaiting Time\tTurnaround Time\n"); for (int i = 0; i < n; i++) { printf("%d\t%d\t\t%d\t\t%d\n", p[i].pid, p[i].burst\_time, p[i].waiting\_time, p[i].turn\_around\_time);

total\_waiting\_time += p[i].waiting\_time; total\_turnaround\_time += p[i].turn\_around\_time;

}

// Calculate and display average waiting time and turnaround time printf("\nAverage waiting time: %.2f", total\_waiting\_time / n); printf("\nAverage turnaround time: %.2f", total\_turnaround\_time / n);

}

**Sample Output:**
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**Result:**

Thus the round robin program is executed successfully **Ex. No.: 7**

**Date: 7/3/25 IPC USING SHARED MEMORY**

**Aim:**

To write a C program to do Inter Process Communication (IPC) using shared memory between sender process and receiver process.

**Algorithm:**

sender

1. Set the size of the shared memory segment
2. Allocate the shared memory segment using shmget
3. Attach the shared memory segment using shmat
4. Write a string to the shared memory segment using sprintf
5. Set delay using sleep
6. Detach shared memory segment using shmdt

receiver

1. Set the size of the shared memory segment
2. Allocate the shared memory segment using shmget
3. Attach the shared memory segment using shmat 4. Print the shared memory contents sent by the sender process.

5. Detach shared memory segment using shmdt

**Program Code:**

**Sender.c**

**#include <stdio.h>**

#include <sys/ipc.h>

#include <sys/shm.h>

#include <string.h>

#include <stdlib.h>

#define SHM\_SIZE 1024 // Size of shared memory segment

int main() {

key\_t key = 1234; // Unique key for shared memory

int shmid;

char \*shm\_ptr;

// Create shared memory segment

shmid = shmget(key, SHM\_SIZE, 0666 | IPC\_CREAT); // Creating shared memory

if (shmid == -1) {

perror("shmget failed");

exit(1);

}

// Attach shared memory segment to sender process

shm\_ptr = shmat(shmid, NULL, 0);

if (shm\_ptr == (char \*) -1) {

perror("shmat failed");

exit(1);

}

printf("Sender: Enter a message to send: ");

fgets(shm\_ptr, SHM\_SIZE, stdin); // Writing message to shared memory

// Print confirmation that the message is written to shared memory

printf("Sender: Message written to shared memory: %s", shm\_ptr);

// Detach shared memory

shmdt(shm\_ptr);

return 0;

}

Receiver.c

// receiver.c

#include <stdio.h>

#include <sys/ipc.h>

#include <sys/shm.h>

#include <stdlib.h>

#define SHM\_SIZE 1024 // Size of shared memory segment

int main() {

key\_t key = 1234; // Unique key for shared memory

int shmid;

char \*shm\_ptr;

// Access shared memory segment

shmid = shmget(key, SHM\_SIZE, 0666);

if (shmid == -1) {

perror("shmget failed");

exit(1); }

// Attach shared memory segment to receiver process

shm\_ptr = shmat(shmid, NULL, 0);

if (shm\_ptr == (char \*) -1) {

perror("shmat failed");

exit(1); }

// Read and print the message from shared memory printf("Receiver: Message from shared memory: %s", shm\_ptr);

// Detach shared memory

shmdt(shm\_ptr);

return 0;

}

**Sample Output**

Terminal 1

[root@localhost student]# gcc sender.c -o sender [root@localhost student]# ./sender

Terminal 2

[root@localhost student]# gcc receiver.c -o receiver [root@localhost student]# ./receiver

Message Received: Welcome to Shared Memory [root@localhost student]#

**Result:**

Thus IPC using shared memory is executed successfully

**Ex. No.: 8**

**Date: 7/3/25**

PRODUCER CONSUMER USING SEMAPHORES

**Aim:**

**To write a program to implement solution to producer consumer problem using semaphores.**

**Algorithm:**

1. Initialize semaphore empty, full and mutex.
2. Create two threads- producer thread and consumer thread.
3. Wait for target thread termination.
4. Call sem\_wait on empty semaphore followed by mutex semaphore before entry into critical section.
5. Produce/Consume the item in critical section.
6. Call sem\_post on mutex semaphore followed by full semaphore 7. before exiting critical section.
7. Allow the other thread to enter its critical section.
8. Terminate after looping ten times in producer and consumer Threads each.

**Program Code:**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#include <semaphore.h>

#include <unistd.h>

#define SIZE 5 // Size of the buffer

int buffer[SIZE]; // Shared buffer int in = 0, out = 0; // Indexes for producer and consumer

// Semaphores sem\_t empty; // Counts empty slots sem\_t full; // Counts full slots pthread\_mutex\_t mutex; // Mutual exclusion for accessing buffer

void\* producer(void\* arg) { int item;

for (int i = 1; i <= 10; i++) { item = rand() % 100; // Produce an item sem\_wait(&empty); // Decrease empty count pthread\_mutex\_lock(&mutex); // Lock buffer access

// Add item to buffer buffer[in] = item; printf("Producer produced: %d at position %d\n", item, in); in = (in + 1) % SIZE;

pthread\_mutex\_unlock(&mutex); // Unlock buffer

sem\_post(&full); // Increase full count

sleep(1); // Simulate production time

} pthread\_exit(NULL);

}

void\* consumer(void\* arg) { int item;

for (int i = 1; i <= 10; i++) { sem\_wait(&full); // Decrease full count

pthread\_mutex\_lock(&mutex); // Lock buffer access

// Remove item from buffer item = buffer[out]; printf("Consumer consumed: %d from position %d\n", item, out); out = (out + 1) % SIZE;

pthread\_mutex\_unlock(&mutex); // Unlock buffer

sem\_post(&empty); // Increase empty count

sleep(2); // Simulate consumption time

} pthread\_exit(NULL);

}

int main() {

pthread\_t prod, cons;

// Initialize semaphores and mutex sem\_init(&empty, 0, SIZE);

sem\_init(&full, 0, 0);

pthread\_mutex\_init(&mutex, NULL);

// Create producer and consumer threads pthread\_create(&prod, NULL, producer, NULL);

pthread\_create(&cons, NULL, consumer, NULL);

// Wait for both threads to finish pthread\_join(prod, NULL); pthread\_join(cons, NULL);

// Destroy semaphores and mutex sem\_destroy(&empty); sem\_destroy(&full);

pthread\_mutex\_destroy(&mutex);

return 0;

}

**Sample Output:**

1. Producer

2.Consumer

3.Exit

Enter your choice:1

Producer produces the item 1 Enter your choice:2 Consumer consumes item 1 Enter your choice:2 Buffer is empty!!

Enter your choice:1

Producer produces the item 1 Enter your choice:1

Producer produces the item 2 Enter your choice:1

Producer produces the item 3 Enter your choice:1 Buffer is full!!

Enter your choice:3

**Result:**

Thus the Producer-Consumer using Semaphores is executed successfully **Ex. No.: 9**

**Date: 19/3/25**

**DEADLOCK AVOIDANCE**

**Aim:**

To find out a safe sequence using Banker’s algorithm for deadlock avoidance.

**Algorithm:**

1. Initialize work=available and finish[i]=false for all values of i 2. Find an i such that both:

finish[i]=false and Needi<= work 3. If no such i exists go to step 6

1. Compute work=work+allocationi
2. Assign finish[i] to true and go to step 2
3. If finish[i]==true for all i, then print safe sequence
4. Else print there is no safe sequence

**Program Code:**

**#include <stdio.h>**

#include <stdbool.h>

#define P 5 // Number of processes

#define R 3 // Number of resources

int main() { int allocation[P][R] = {

{0, 1, 0}, {2, 0, 0}, {3, 0, 2},

{2, 1, 1},

{0, 0, 2}

};

int max[P][R] = {

{7, 5, 3}, {3, 2, 2}, {9, 0, 2},

{2, 2, 2},

{4, 3, 3}

};

int available[R] = {3, 3, 2};

int need[P][R]; bool finished[P] = {false}; int safeSequence[P]; int count = 0;

// Calculate need matrix for (int i = 0; i < P; i++) { for (int j = 0; j < R; j++) { need[i][j] = max[i][j] - allocation[i][j];

}

}

while (count < P) { bool found = false; for (int p = 0; p < P; p++) { if (!finished[p]) { bool canAllocate = true; for (int r = 0; r < R; r++) { if (need[p][r] > available[r]) { canAllocate = false; break; }

}

if (canAllocate) { for (int r = 0; r < R; r++) { available[r] += allocation[p][r];

} safeSequence[count++] = p; finished[p] = true;

found = true;

} }

}

if (!found) {

printf("System is not in a safe state.\n"); return -1;

}

}

// Print safe sequence

printf("System is in a safe state.\nSafe sequence is: "); for (int i = 0; i < P; i++) { printf("P%d ", safeSequence[i]);

} printf("\n");

return 0;

}

**Sample Output:**

The SAFE Sequence is P1 -> P3 -> P4 -> P0 -> P2

**Result:**Thus the deadlock avoidance program is executed successfully **Ex. No.: 10a) BEST FIT Date: 19/3/25**

**Aim:**

To implement Best Fit memory allocation technique using Python.

**Algorithm:**

1. Input memory blocks and processes with sizes
2. Initialize all memory blocks as free.
3. Start by picking each process and find the minimum block size that can be assigned to current process
4. If found then assign it to the current process.
5. If not found then leave that process and keep checking the further processes.

Program Code:

def best\_fit(block\_size, process\_size):

n = len(block\_size) m = len(process\_size) allocation = [-1] \* m # Stores index of block allocated to process

for i in range(m):

best\_idx = -1 for j in range(n): if block\_size[j] >= process\_size[i]:

if best\_idx == -1 or block\_size[j] < block\_size[best\_idx]:

best\_idx = j

if best\_idx != -1:

allocation[i] = best\_idx block\_size[best\_idx] -= process\_size[i]

print("\nProcess No.\tProcess Size\tBlock No.") for i in range(m):

print(f" {i + 1}\t\t{process\_size[i]}\t\t", end="") if allocation[i] != -1:

print(f"{allocation[i] + 1}") else:

print("Not Allocated")

# Example Inputs block\_size = [100, 500, 200, 300, 600]

process\_size = [212, 417, 112, 426]

# Run Best Fit Allocation

best\_fit(block\_size, process\_size)

**Sample Output:**

Process No. Process Size Block no. 1 212 4 2 417 2 3 112 3 4 426 5

**Result:**

Thus the best fit program using python is execxuted successfully **Ex. No.: 10b) FIRST FIT Date: 19/3/25**

**Aim:**

To write a C program for implementation memory allocation methods for fixed partition using first fit.

**Algorithm:**

1. Define the max as 25.

2: Declare the variable frag[max],b[max],f[max],i,j,nb,nf,temp, highest=0, bf[max],ff[max]. 3: Get the number of blocks,files,size of the blocks using for loop.

4: In for loop check bf[j]!=1, if so temp=b[j]-f[i] 5: Check highest

**Program Code:**

#include <stdio.h>

#define MAX\_PARTITIONS 10

#define MAX\_PROCESSES 10

int main() {

int partitions[MAX\_PARTITIONS], processes[MAX\_PROCESSES]; int partitionCount, processCount; int allocation[MAX\_PROCESSES];

printf("Enter number of memory partitions: "); scanf("%d", &partitionCount);

printf("Enter size of each partition:\n"); for (int i = 0; i < partitionCount; i++) { printf("Partition %d: ", i + 1); scanf("%d", &partitions[i]);

}

printf("Enter number of processes: "); scanf("%d", &processCount); printf("Enter size of each process:\n"); for (int i = 0; i < processCount; i++) { printf("Process %d: ", i + 1); scanf("%d", &processes[i]); allocation[i] = -1; // initially not allocated

}

// First Fit Allocation for (int i = 0; i < processCount; i++) { for (int j = 0; j < partitionCount; j++) { if (partitions[j] >= processes[i]) { allocation[i] = j;

partitions[j] -= processes[i]; // reduce partition size break; }

}

}

// Display Allocation

printf("\nProcess No.\tProcess Size\tPartition No.\n"); for (int i = 0; i < processCount; i++) { printf("%d\t\t%d\t\t", i + 1, processes[i]); if (allocation[i] != -1) printf("%d\n", allocation[i] + 1); else printf("Not Allocated\n");

}

return 0;

}

**Sample Output:**
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**Result:** Thus the first fit program is executed successful
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**Ex. No.: 11a) FIFO PAGE REPLACEMENT Date: 26/3/25**

**Aim:**

To find out the number of page faults that occur using First-in First-out (FIFO) page replacement technique.

**Algorithm:**

1. Declare the size with respect to page length
2. Check the need of replacement from the page to memory
3. Check the need of replacement from old page to new page in memory 4. Form a queue to hold all pages
4. Insert the page require memory into the queue
5. Check for bad replacement and page fault
6. Get the number of processes to be inserted
7. Display the values

**Program Code:**

#include <stdio.h>

#include <stdbool.h>

int main() {

int frames, pages;

printf("Enter number of frames: ");

scanf("%d", &frames);

printf("Enter number of pages: ");

scanf("%d", &pages);

int page[pages];

printf("Enter the page reference string:\n");

for (int i = 0; i < pages; i++) {

scanf("%d", &page[i]);

}

int memory[frames];

for (int i = 0; i < frames; i++)

memory[i] = -1; // initialize frame content

int pageFaults = 0;

int pointer = 0;

printf("\nPage\tFrames\t\tStatus\n");

for (int i = 0; i < pages; i++) {

bool found = false;

// Check if page is already in memory

for (int j = 0; j < frames; j++) {

if (memory[j] == page[i]) {

found = true;

break; }

}

if (!found) {

memory[pointer] = page[i];

pointer = (pointer + 1) % frames;

pageFaults++;

printf("%d\t", page[i]);

for (int k = 0; k < frames; k++) {

if (memory[k] == -1)

printf("- ");

else

printf("%d ", memory[k]); }

printf("\tPage Fault\n"); } else {

printf("%d\t", page[i]);

for (int k = 0; k < frames; k++) {

if (memory[k] == -1)

printf("- ");

else

printf("%d ", memory[k]);

}

printf("\tNo Fault\n");

}

}

printf("\nTotal Page Faults = %d\n", pageFaults);

return 0;

}

**Sample Output:**

[root@localhost student]# python fifo.py

Enter the size of reference string: 20 Enter [ 1] : 7

Enter [ 2] : 0

Enter [ 3] : 1

Enter [ 4] : 2

Enter [ 5] : 0

Enter [ 6] : 3

Enter [ 7] : 0

Enter [ 8] : 4

Enter [ 9] : 2

Enter [10] : 3 Enter [11] : 0

Enter [12] : 3

Enter [13] : 2

Enter [14] : 1

Enter [15] : 2

Enter [16] : 0

Enter [17] : 1

Enter [18] : 7

Enter [19] : 0

Enter [20] : 1

Enter page frame size : 3

7 -> 7 - - 0 -> 7 0 - 1 -> 7 0 1

2 -> 2 0 1

0 -> No Page Fault

3 -> 2 3 1

0 -> 2 3 0

4 -> 4 3 0

1. -> 4 2 0
2. -> 4 2 3

0 -> 0 2 3

3 -> No Page Fault

2 -> No Page Fault

1. -> 0 1 3
2. -> 0 1 2
3. -> No Page Fault
4. -> No Page Fault

7 -> 7 1 2

1. -> 7 0 2

1. -> 7 0 1

Total page faults: 15. [root@localhost student]#

**Result:** Thus the FIFO program is executed successfully **Ex. No.: 11b) LRU**

**Date: 26/3/25**

**Aim:**

To write a c program to implement LRU page replacement algorithm.

**Algorithm:**

1: Start the process

2: Declare the size

3: Get the number of pages to be inserted

4: Get the value

5: Declare counter and stack

6: Select the least recently used page by counter value 7: Stack them according the selection.

8: Display the values 9: Stop the process

**Program Code:**

#include <stdio.h>

int findLRU(int time[], int n) { int min = time[0], pos = 0; for (int i = 1; i < n; ++i) { if (time[i] < min) { min = time[i]; pos = i;

} } return pos;

}

int main() { int frames, pages;

printf("Enter number of frames: "); scanf("%d", &frames);

printf("Enter number of pages: ");

scanf("%d", &pages);

int page[pages]; printf("Enter the page reference string:\n"); for (int i = 0; i < pages; i++) { scanf("%d", &page[i]);

}

int memory[frames]; int time[frames]; // To track last used time int count = 0, pageFaults = 0; int currentTime = 0;

for (int i = 0; i < frames; i++) { memory[i] = -1; time[i] = 0;

}

printf("\nPage\tFrames\t\tStatus\n");

for (int i = 0; i < pages; i++) { int flag = 0;

for (int j = 0; j < frames; j++) { if (memory[j] == page[i]) { currentTime++; time[j] = currentTime; flag = 1; break; }

}

if (!flag) { int pos;

if (count < frames) { pos = count; count++; } else { pos = findLRU(time, frames);

} memory[pos] = page[i]; currentTime++; time[pos] = currentTime; pageFaults++;

}

printf("%d\t", page[i]); for (int k = 0; k < frames; k++) { if (memory[k] != -1) printf("%d ", memory[k]); else printf("- ");

}

if (!flag) printf("\tPage Fault\n"); else printf("\tNo Fault\n");

}

printf("\nTotal Page Faults = %d\n", pageFaults);

return 0;

}

**Sample Output :**

Enter number of frames: 3 Enter number of pages: 6 Enter reference string: 5 7 5 6 7 3 5 -1 -1

5 7 -1

5 7 -1

5 7 6

5 7 6

3 7 6

Total Page Faults = 4

**Result:**

Thus the LRU program has been executed successfully

**Ex. No.: 11c) Optimal**

**Date: 26/3/25**

**Aim:**

To write a c program to implement Optimal page replacement algorithm.

**ALGORITHM:**

1.Start the process

2.Declare the size

3.Get the number of pages to be inserted

4.Get the value

5.Declare counter and stack

6.Select the least frequently used page by counter value 7.Stack them according the selection.

8.Display the values

9.Stop the process

**PROGRAM:**

#include <stdio.h>

int search(int page, int frame[], int n) { for (int i = 0; i < n; i++) { if (frame[i] == page) return 1; } return 0;

}

int predict(int pages[], int frame[], int n, int index, int total\_pages) { int res = -1, farthest = index; for (int i = 0; i < n; i++) { int j;

for (j = index; j < total\_pages; j++) { if (frame[i] == pages[j]) { if (j > farthest) {

farthest = j; res = i; } break; }

}

if (j == total\_pages)

return i; // If not found in future, return immediately

}

return (res == -1) ? 0 : res;

}

void optimalPageReplacement(int pages[], int total\_pages, int capacity) { int frame[capacity]; int count = 0, page\_faults = 0;

for (int i = 0; i < capacity; i++) frame[i] = -1;

for (int i = 0; i < total\_pages; i++) { if (search(pages[i], frame, capacity)) { printf("Page %d -> HIT\n", pages[i]); continue;

}

if (count < capacity) { frame[count++] = pages[i];

} else {

int pos = predict(pages, frame, capacity, i + 1, total\_pages); frame[pos] = pages[i];

}

page\_faults++;

printf("Page %d -> FAULT\tFrames: ", pages[i]);

for (int j = 0; j < capacity; j++) printf("%d ", frame[j]); printf("\n");

}

printf("\nTotal Page Faults = %d\n", page\_faults);

}

int main() {

int pages[] = {7, 0, 1, 2, 0, 3, 0, 4, 2, 3, 0, 3, 2}; int total\_pages = sizeof(pages) / sizeof(pages[0]); int capacity = 4;

optimalPageReplacement(pages, total\_pages, capacity);

return 0;

}

**Output:**

|  |  |
| --- | --- |
| Page 7 -> FAULT | Frames: 7 -1 -1 -1 |
| Page 0 -> FAULT | Frames: 7 0 -1 -1 |
| Page 1 -> FAULT | Frames: 7 0 1 -1 |
| Page 2 -> FAULT  Page 0 -> HIT | Frames: 7 0 1 2 |
| Page 3 -> FAULT | Frames: 3 0 1 2 |

...

Total Page Faults = X

**Result:**

Thus, a c program to implement Optimal page replacement is executed successfully **Ex. No.: 12 File Organization Technique- Single and Two level directory Date: 28/3/25**

**AIM:**

To implement File Organization Structures in C are a. Single Level Directory

1. Two-Level Directory
2. Hierarchical Directory Structure
3. Directed Acyclic Graph Structure

a. Single Level Directory

**ALGORITHM**

1. Start
2. Declare the number, names and size of the directories and file names. 3. Get the values for the declared variables.
3. Display the files that are available in the directories.
4. Stop.

**PROGRAM:**

#include <stdio.h>

#include <string.h>

struct Directory { char filename[20][20]; int file\_count;

};

void singleLevelDirectory() { struct Directory dir; dir.file\_count = 0; int choice;

char name[20];

printf("Single Level Directory Implementation\n");

while (1) { printf("\n1. Create File\n2. Delete File\n3. Search File\n4. List Files\n5. Exit\nEnter choice: "); scanf("%d", &choice);

switch (choice) { case 1:

printf("Enter file name to create: "); scanf("%s", name); int found = 0; for (int i = 0; i < dir.file\_count; i++) { if (strcmp(name, dir.filename[i]) == 0) { found = 1; break;

} } if (found) printf("File already exists!\n"); else { strcpy(dir.filename[dir.file\_count], name); dir.file\_count++; printf("File created successfully.\n");

} break; case 2:

printf("Enter file name to delete: "); scanf("%s", name);

found = 0; for (int i = 0; i < dir.file\_count; i++) { if (strcmp(name, dir.filename[i]) == 0) { found = 1; for (int j = i; j < dir.file\_count - 1; j++) { strcpy(dir.filename[j], dir.filename[j + 1]);

} dir.file\_count--; printf("File deleted successfully.\n"); break; } } if (!found) printf("File not found!\n"); break; case 3:

printf("Enter file name to search: "); scanf("%s", name); found = 0; for (int i = 0; i < dir.file\_count; i++) { if (strcmp(name, dir.filename[i]) == 0) { found = 1; printf("File found!\n"); break; } } if (!found) printf("File not found!\n"); break; case 4:

printf("Files:\n"); for (int i = 0; i < dir.file\_count; i++) { printf("%s\n", dir.filename[i]);

} break; case 5: return; default:

printf("Invalid choice.\n");

}

}

}

b. Two-level directory Structure

**ALGORITHM:**

1. Start
2. Declare the number, names and size of the directories and subdirectories and file names.
3. Get the values for the declared variables.
4. Display the files that are available in the directories and subdirectories. 5. Stop.

**PROGRAM:**

#include <stdio.h>

#include <string.h>

struct UserDirectory { char username[20]; char files[10][20]; int file\_count;

};

void twoLevelDirectory() { struct UserDirectory users[5]; int user\_count = 0; int choice; char username[20], filename[20]; int uIndex = -1;

printf("Two Level Directory Implementation\n");

while (1) { printf("\n1. Create User Directory\n2. Create File\n3. Delete File\n4. List Files\n5. Exit\nEnter choice:

");

scanf("%d", &choice);

switch (choice) { case 1:

printf("Enter new username: "); scanf("%s", username); int exists = 0; for (int i = 0; i < user\_count; i++) { if (strcmp(username, users[i].username) == 0) { exists = 1; break;

} } if (exists) printf("User already exists!\n"); else { strcpy(users[user\_count].username, username); users[user\_count].file\_count = 0; user\_count++; printf("User directory created.\n");

} break; case 2:

printf("Enter username: "); scanf("%s", username); uIndex = -1; for (int i = 0; i < user\_count; i++) { if (strcmp(username, users[i].username) == 0) { uIndex = i; break; } } if (uIndex == -1) { printf("User not found.\n"); break; } printf("Enter filename to create: "); scanf("%s", filename); int fExists = 0; for (int j = 0; j < users[uIndex].file\_count; j++) { if (strcmp(filename, users[uIndex].files[j]) == 0) { fExists = 1;

break; } } if (fExists) printf("File already exists.\n"); else { strcpy(users[uIndex].files[users[uIndex].file\_count], filename); users[uIndex].file\_count++; printf("File created.\n");

} break; case 3:

printf("Enter username: "); scanf("%s", username); uIndex = -1; for (int i = 0; i < user\_count; i++) { if (strcmp(username, users[i].username) == 0) { uIndex = i; break; } } if (uIndex == -1) { printf("User not found.\n"); break; } printf("Enter filename to delete: "); scanf("%s", filename);

int fIndex = -1; for (int j = 0; j < users[uIndex].file\_count; j++) { if (strcmp(filename, users[uIndex].files[j]) == 0) { fIndex = j; break; } } if (fIndex == -1) printf("File not found.\n"); else { for (int j = fIndex; j < users[uIndex].file\_count - 1; j++) { strcpy(users[uIndex].files[j], users[uIndex].files[j + 1]);

} users[uIndex].file\_count--; printf("File deleted.\n");

} break; case 4:

for (int i = 0; i < user\_count; i++) { printf("User: %s\n", users[i].username);++ for (int j = 0; j < users[i].file\_count; j++) { printf(" - %s\n", users[i].files[j]);

} } break; case 5: return; default: printf("Invalid choice.\n");

}

}

}

**Result:**

Thus ,the File Organization Technique- Single and Two level directory is executed successfully